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ABSTRACT 
Decentralization, verifiability, and privacy-preserving are three 
fundamental properties of modern e-voting. In this paper, we con-
duct extensive investigations into them and present a novel e-vot-
ing scheme, VeriVoting, which is the first to satisfy these proper-
ties. More specifically, decentralization is realized through block-
chain technology and the distribution of decryption power among 
competing entities, such as candidates. Furthermore, verifiability 
is satisfied when the public verifies the ballots and decryption 
keys. And finally, bidirectional unlinkability is achieved to help 
preserve privacy by decoupling voter identity from ballot content. 
Following the ideas above, we first leverage linear homomorphic 
encryption schemes and non-interactive zero-knowledge argu-
ment systems to construct a voting primitive, SemiVoting, which 
meets decentralization, decryption-key verifiability, and ballot 
privacy. To further achieve ballot ciphertext verifiability and an-
onymity, we extend this primitive with blockchain and verifiable 
computation to finally arrive at VeriVoting. rough security 
analysis and performance evaluations, VeriVoting offers a new 
trade-off between security and efficiency that differs from all pre-
vious e-voting schemes and provides a radically novel practical 
approach to large-scale elections. 

CCS CONCEPTS 
•Security and privacy~Cryptography •Security and privacy ~Secu-
rity services~Privacy-preserving protocols •Security and pri-
vacy~Security services~Pseudonymity, anonymity and untracea-
bility 

KEYWORDS 
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1 INTRODUCTION 
Electronic voting (e-voting), an election method for people to 
freely express their will, plays a crucial role in the process of de-
mocratization and development with its efficiency and flexibility. 
In all e-voting schemes, it is essential to ensure that the final tally 
result correctly reflects the ballots cast by the voters. Moreover, 
voters' ballots must remain private so that the final result is not 
biased by those afraid to express their will freely. Another signif-
icant challenge in centralized e-voting systems is the issue of trust, 
which means that the correctness of the tally result as well as the 
privacy of ballots and voters must be guaranteed by one or more 
trusted entities. However, finding such entities that everyone 
trusts in real life is not easy. The above basic security and privacy 

requirements in modern e-voting systems can be further ex-
plained as the following properties. 
Decentralization. In decentralized e-voting schemes, the process 
and outcome of voting cannot be controlled by a single party. As 
a consequence, existing decentralized voting schemes commonly 
use cryptographic technologies, such as ring signatures[1,2], se-
cret sharing[3], multi-party computation[4,5], blockchain[6,7], 
etc., to distribute trust to multi-entities. However, these decentral-
ized schemes are typically designed for small-scale elections fo-
cusing on security with minimal trust assumptions[8]. Two issues 
limit the scalability: One is performance. The cost of the voting or 
tally algorithm running on the voter's side is linearly related to 
the number of participating voters, such as [1],[4],[5]; Another is 
dynamic join. Due to some system parameters (such as public pa-
rameters, decryption keys, etc.) are determined by a fixed number 
of voters before the voting phase, most decentralized e-voting 
schemes do not support dynamic join for voters. 
Verifiability. In decentralized voting systems, the verifiability of 
the process and outcome of voting is particularly crucial due to 
the lack of trust[9]. Verifiability for the decentralized voting sys-
tem should consist of the following aspects: The first is ballot ver-
ifiability, which prevents dishonest voters from voting without 
following the prescribed rules; The second is decryption-key ver-
ifiability, which is optionally considered due to the difference in 
e-voting construction, can prevent decryption-key holders from 
submitting false ones to sway the outcome of elections; The third 
is tally result verifiability, which enables external and internal en-
tities to detect and reject false election results. 
Privacy-preserving. Privacy-preserving on ballots and voters are 
called ballot privacy[10] and anonymity[11], respectively. Ballot 
privacy means that no coalition of malicious parties (consisting of 
partial voters or decryption key holders) can learn an honest vot-
er's ballot content. Anonymity enables voters to cast their ballots 
anonymously, and even if the ballot content was revealed, indi-
vidual ballots could not be traced back to individual voters. Essen-
tially, ballot privacy and anonymity protect the content of ballots 
and voters' identities and further imply bidirectional unlinkability 
between ballots and voters. 

Our roadmap. In a weighted voting scheme, the tallying algo-
rithm for a candidate 𝕔𝕔𝑗𝑗  can be mathematically expressed as an 
inner operation 𝑡𝑡𝑗𝑗 =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >, where 𝑡𝑡𝑗𝑗 is the final score for the 
candidate 𝕔𝕔𝑗𝑗 , 𝑣𝑣𝑗𝑗 is the vector consisting of ballots cast by voters 
for the candidate 𝕔𝕔𝑗𝑗 , and 𝑤𝑤��⃑  is the vector consisting of correspond-
ing voters' weights. As such, from a conceptual standpoint, de-
centralized variants of functional encryption(FE) schemes with ci-
phertext indistinguishability (IND)-security, such as DMCFE[12], 
DDFE[13], and ad hoc MIFE[14], are good candidates to meet not 
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only the functionality requirements for decentralized e-voting but 
also the security requirements for ballot privacy.  

However, as described in the definition of DDFE[13], the output 
of functions, including the inner product function, is determined 
by participants' inputs and decryption keys. Thus, once some par-
ticipants are offline or absent after the encryption operation, the 
decryption algorithm cannot work to output the result of func-
tions because the complete decryption key cannot be aggregated 
from all participants’ partial decryption keys. Alternatively, if a 
malicious participant provides a false decryption key, then the 
output of the decryption algorithm would be incorrect. To fill the 
gap of lacking verifiable, in 2023, Nguyen et al.[15] presents veri-
fiable decentralized inner product FE. However, generating a par-
tial decryption key relies on multi-party protocols, which makes 
verifying each key highly inefficient. Another drawback of this 
solution[15] is that a receiver cannot detect which participant sent 
a malicious key share if the aggregated decryption key is invalid. 
Inspired by[13],[15], the verifiability of decryption (i.e., tally result) 
is conducted by the verifiability of encryption and decryption key 
in our scheme so as to get rid of the performance and centraliza-
tion problems caused by the existing verifiable e-voting systems 
which focus on the verifiability of encryption and decryption. 

SemiVoting. The starting point of our paper is to design a decen-
tralized weighted voting primitive for semi-honest voters, named 
SemiVoting, which features ballot privacy and efficient decryp-
tion-key verifiability. 

Our primitive of SemiVoting is based on two facts about large-
scale elections: Fact 1. The candidates will not be absent through-
out the election, and the size of candidates is always smaller than 
the size of voters, even if candidates are also voters. Fact 2. As 
fellow competitors, the candidates never collude with each other, 
or at least one of the candidates does not collude with the other 
candidates. These two facts make candidates being holders of en-
cryption keys and decryption keys in our construction such that: 
In the voting phase, without generating the encryption and de-
cryption keys, each voter can dynamically participate in voting 
activities and encrypt their ballots using aggregated encryption 
keys of candidates; In the decryption-key generation phase, each 
candidate generates verifiable partial decryption keys, which can 
be aggregated into one decryption key by anyone after verifying 
the validity of all the partial decryption keys; In the tally phase, 
anyone can decrypt aggregated encrypted ballots using the de-
cryption keys. In each phase, the number of keys and the cost of 
algorithms are related to the size of candidates, not voters, which 
enables our construction to be feasible for large-scale elections. 
The detail of the SemiVoting primitive is shown in Section 2. 

SemiVoting, however, only accomplishes half of the work in 
our scheme, namely decentralization, decryption-key verifiability, 
and ballot privacy. For dishonest voters, they could not follow the 
rule of voting, such as duplicate voting[16,17], casting ill-formed 
ballots [18], etc. Thus, from the perspective of object-oriented pro-
gramming, we derive a new class named VeriVoting from the 
SemiVoting primitive to fill the gap that prevents this primitive 
from being practical. 

VeriVoting. Similar to other decentralized private computation 
schemes, such as Zcash[19], Hawk[20], and Zexe[21], we mainly 
add two extra components for the voting transaction, including a 

commitment scheme and a verifiable computation system, i.e., 
zkSNARKs[22-24], to avoid voter’s dishonest behaviors and 
achieve encrypted ballot verifiability while keeping voters' ano-
nymity. At a high level, as a result of horizontal extension on the 
base class, we decouple ballot privacy and anonymity by using 
different privacy components where the linear homomorphic en-
cryption scheme is for ballot privacy, and the zkSNARK system is 
for anonymity. The detail of VeriVoting is shown in Section 3. 

Our contributions. Following the above roadmap, our contribu-
tions are summarized below. 

(1). We first introduce a novel weighted voting primitive, Semi-
Voting, which features decentralization, decryption-key verifia-
bility, and ballot privacy. In addition, the computational complex-
ity of the voting and tally algorithms is only related to the number 
of candidates rather than voters. Furthermore, based on bounded-
collusion indistinguishability secure encryption schemes with lin-
ear homomorphic properties and non-interactive zero-knowledge 
(NIZK) arguments system, we give a feasible general construction 
later used by VeriVoting. 

(2). To fill the gap in making SemiVoting practical, we employ 
zkSNARKs and blockchain technologies to build our final 
weighted voting scheme, VeriVoting. Benefiting from both tech-
nologies, VeriVoting provides ballot verifiability and voter ano-
nymity and realizes the horizontal extension of SemiVoting. 

(3). With the help of the Remix IDE[25] and Zokrates toolbox 
[26], we evaluate the performance of core algorithms in VeriVot-
ing on the smart contract side and the voter and candidate side, 
respectively. The result shows that the computation cost of the 
algorithms is related to the number of candidates, not voters, 
which makes VeriVoting suitable for large-scale elections. 

(4). With the linear homomorphism of ballot ciphertexts, we 
present a distributed framework to solve the problem that a single 
contract cannot be executed in parallel for large-scale elections. 

Table 1: Symbols 
Symbols Meaning 

𝕍𝕍 Set of valid voters 
𝕧𝕧𝑖𝑖 Voter 𝑖𝑖, 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 
𝕒𝕒 Aggregator 
ℂ Set of candidates 
𝕔𝕔𝑗𝑗 Candidate 𝑗𝑗, 𝕔𝕔𝑗𝑗 ∈ ℂ 
𝜆𝜆 Security parameter 

𝑝𝑝𝑘𝑘𝑗𝑗 ,𝑠𝑠𝑘𝑘𝑗𝑗 Candidate 𝕔𝕔𝑗𝑗 's public and secret key 
𝑑𝑑𝑘𝑘𝑗𝑗 Decryption key generated by 𝕔𝕔𝑗𝑗 's secret key 𝑠𝑠𝑘𝑘𝑗𝑗 
𝑣𝑣𝑖𝑖 Voter 𝕧𝕧𝑖𝑖’s ballot vector, 𝑣𝑣𝑖𝑖 ∈ ℬ|ℂ| 
𝑣𝑣𝑗𝑗 Vector of ballots casting for the candidate 𝕔𝕔𝑗𝑗, 𝑣𝑣𝑗𝑗 ∈ ℬ|𝕍𝕍| 
𝑤𝑤��⃑  Valid voters’ weight vector, |𝑤𝑤��⃑ | = |𝕍𝕍| 
𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖  Encrypted/Secret ballot vector, 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ∈ 𝒞𝒞|ℂ| 
ℂ𝕋𝕋 Iteratively aggregatable ciphertext set, |ℂ𝕋𝕋| = |ℂ|. 
𝔻𝔻𝔻𝔻 Iteratively aggregatable decryption-key set, |𝔻𝔻𝔻𝔻| = |ℂ| 

2 SEMIVOTING PRIMITIVE 
In this section, we introduce a weighted voting construction for 
semi-honest voters in which the computational cost of the voting 
and tally algorithm is related to the number of candidates rather 
than voters. Moreover, since the number of voters is always 
smaller than the candidates in most voting applications, we call 
our scheme moderately succinct. To show our detailed 
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construction clearly, we will first introduce the overview of the 
SemiVoting primitive, mainly including introductions of entities 
and a formal definition of SemiVoting. Then, we give informal de-
scriptions of security requirements that our scheme should guar-
antee. 

The parameters of the primitive are described in Table 1. 

2.1 Overview 
The overview of SemiVoting is shown in Figure 1, which consists 
of three entities, namely voters, candidates, and an aggregator, 
and four phases, including initialization, voting, decryption-key 
(DK) generation, and tally phases. Notes that we omit the regis-
tration process in this section, which we include in VeriVoting. 

Voter. Each Voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 is assumed semi-honest, which means 
the behaviors of each voter follow the scheme's rules, but they are 
curious about other voters' ballot content. 

Candidate. Each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ  is malicious, which means 
they will break the fairness of the voting via some illegal methods, 
such as collusion, submitting false decryption keys, etc. 

Aggregator. The aggregator 𝕒𝕒 initializes the bulletin board, and 
adds ℂ𝕋𝕋 and 𝔻𝔻𝔻𝔻 to the bulletin board. The internal state of the 
aggregator 𝕒𝕒 is public, which means all operation processes and 
state variables inside the aggregator are public to all parties. (In 
VeriVoting, we replace the aggregator with a smart contract.). 

Bulletin board
Aggregator Tally Ballots  

Result

Initialization Tally

Voting Timeline in SemiVoting

Voting
DK 

Generation

𝐒𝐒𝐕𝐕.𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐀𝐀𝐀𝐀𝐀𝐀 𝐒𝐒𝐕𝐕.𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐀𝐀𝐀𝐀𝐀𝐀 

𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 , 𝜋𝜋𝑗𝑗  

ℂ𝕋𝕋 
𝔻𝔻𝔻𝔻 

 

Figure 1: Overview of SemiVoting 
Definition 1 (SemiVoting, SV). A SemiVoting primitive on cipher-
text space 𝒞𝒞, decryption-key space 𝒦𝒦 and ballot space ℬ, over a 
set 𝕍𝕍 of voters, a set ℂ of candidates and an aggregator 𝕒𝕒, is de-
fined by the following algorithms: 
• 𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣 ← Setup �1λ�: Takes as input a security parameter 𝜆𝜆, and 
generates public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠. 
• �𝑝𝑝𝑘𝑘𝑗𝑗,𝑠𝑠𝑘𝑘𝑗𝑗� ← KeyGen�𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣�: Each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ takes as in-
put the public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 and runs the algorithm, outputs 
his/her public-private keys (𝑝𝑝𝑘𝑘𝑗𝑗, 𝑠𝑠𝑘𝑘𝑗𝑗). 

• 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ← Vote �𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ],𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖�: Each Voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 takes as 

input the public parameter 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠, public keys �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ], a ballot 

vector 𝑣𝑣𝑖𝑖 ∈ ℬ|ℂ| and her weight 𝑤𝑤𝑖𝑖, outputs ciphertexts 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ∈ 𝒞𝒞|ℂ|.  
■ ⊥/ℂ𝕋𝕋 ← VoteAgg�ℂ𝕋𝕋′, 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�:  Upon receiving the ballot ci-
phertexts 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 from a voter 𝕧𝕧𝑖𝑖 , the aggregator 𝕒𝕒 iteratively up-
dates its state variables set ℂ𝕋𝕋 by aggregating 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 into the last 
state set ℂ𝕋𝕋′. 

• �𝑑𝑑𝑘𝑘�����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� ← DKeyGen�𝑠𝑠𝑘𝑘𝑗𝑗,ℂ𝕋𝕋�: When the voting phase finished, 
each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ takes the aggregated set ℂ𝕋𝕋 and secret key 
𝑠𝑠𝑘𝑘𝑗𝑗 as inputs, outputs the vector consisting of partial decryption 
keys 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 ∈ 𝒦𝒦 |ℂ| and a proof 𝜋𝜋𝑗𝑗 to the aggregator 𝕒𝕒. 

■ ⊥/𝔻𝔻𝔻𝔻 ← DKeyAgg�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗,𝔻𝔻𝔻𝔻′�: Takes as input the partial 
decryption-key vector 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 from a candidate 𝕔𝕔𝑗𝑗  and correspond-
ing proof 𝜋𝜋𝑗𝑗, the aggregator 𝕒𝕒 first checks the validity of partial 
decryption-keys in 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 with the proof 𝜋𝜋𝑗𝑗, if all is valid, updates 
its state variable set 𝔻𝔻𝔻𝔻 by aggregating 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 into 𝔻𝔻𝔻𝔻′; Other-
wise, outputs ⊥ and abort. 

• �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ] ← Tally(𝔻𝔻𝔻𝔻,ℂ𝕋𝕋) : Takes as input the aggregated ci-

phertext set ℂ𝕋𝕋  and the decryption-key set 𝔻𝔻𝔻𝔻 , outputs final 
weighted tallies �𝑡𝑡𝑗𝑗 =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >�𝑗𝑗∈[ℂ]. 

2.2 Security Requirements 
SemiVoting should follow the below security requirements. 
Decentralization. Similar to decentralized functional encryptions, 
our SemiVoting primitive allows aggregating data coming from 
different parties and does not require a trusted party with a master 
secret key, such that no centralized entity or organization can 
change or control the outcome of elections. 
Ballot Privacy. It means that, in the event of collusion among at 
most 𝛿𝛿𝑐𝑐 ≔ (|ℂ| − 1) candidates or 𝛿𝛿𝑠𝑠 ≔ (|𝕍𝕍| − |𝕍𝕍ℎ|) voters, the 
contents of ballots of the target voters in the honest-voter set 𝕍𝕍ℎ 
cannot be revealed. In addition, we assume that the size of set 𝕍𝕍ℎ 
is at least equal to two, and the voters in set 𝕍𝕍ℎ can not cast their 
ballots for the same candidate. 
Decryption-Key Verifiability. According to the definition of func-
tional encryption[13], the output of the encryption scheme is de-
termined by inputs consisting of decryption keys and messages. 
Thus, a malicious candidate can easily generate a false decryption 
key to affect the election outcome. To avoid cheating, all decryp-
tion keys generated by candidates should be verifiable. 

2.3 Building Blocks 
This section briefly introduces related technologies, including BC-
IND-secure encryption schemes and NIZK argument system, 
which will be used as the building blocks for one feasible construc-
tion of SemiVoting in the following section. Moreover, we illus-
trate the required properties related to these building blocks. 
(1) Bounded-collusion indistinguishability(BC-IND)-secure en-
cryption schemes 

In our construction, the ciphertext 𝑐𝑐𝑡𝑡 = ℰ. Encrypt(𝑝𝑝𝑘𝑘, 𝑥𝑥; 𝑟𝑟) 
needs to consist of two parts 𝑐𝑐𝑡𝑡0  and 𝑐𝑐𝑡𝑡1 . The first part 𝑐𝑐𝑡𝑡0 =
Comm(𝑟𝑟) is a commitment to the randomness 𝑟𝑟 used for the en-
cryption. The second part 𝑐𝑐𝑡𝑡1 is the encryption Enc(𝑝𝑝𝑘𝑘, 𝑥𝑥; 𝑟𝑟) of 
the plaintext 𝑥𝑥 under public key 𝑝𝑝𝑘𝑘 and randomness 𝑟𝑟. Accord-
ingly, the decryption algorithm ℰ. Decrypt(𝑠𝑠𝑘𝑘, 𝑐𝑐𝑡𝑡) consist of two 
routines KeyGen(𝑠𝑠𝑘𝑘, 𝑐𝑐𝑡𝑡0) → 𝑑𝑑𝑘𝑘 and Dec(𝑑𝑑𝑘𝑘, 𝑐𝑐𝑡𝑡1) → 𝑥𝑥 . The BC-
IND-secure encryption needs to meet the following properties: 

Linear Commitment Homomorphism. We say that a commit-
ment scheme has linear commitment homomorphism (LCH, for 
short) if 𝑐𝑐𝑡𝑡0 ← Comm(𝑟𝑟1 + 𝑟𝑟2) can be efficiently computed from 
𝑐𝑐𝑡𝑡10 ← Comm(𝑟𝑟1) and 𝑐𝑐𝑡𝑡20 ← Comm(𝑟𝑟2).  

Linear Encryption Homomorphism. We say that public key en-
cryption has linear encryption homomorphism (LEH, for short) if 
𝑐𝑐𝑡𝑡1 ← Enc(𝑝𝑝𝑘𝑘1 ⋅ 𝑝𝑝𝑘𝑘2,𝑥𝑥1 + 𝑥𝑥2;𝑟𝑟1 + 𝑟𝑟2)  can be efficiently com-
puted from 𝑐𝑐𝑡𝑡11 ← Enc(𝑝𝑝𝑘𝑘1,𝑥𝑥1;𝑟𝑟1) and 𝑐𝑐𝑡𝑡21 ← Enc(𝑝𝑝𝑘𝑘2,𝑥𝑥2; 𝑟𝑟2). 

Linear Key Homomorphism. We say that public key encryption 
has linear key homomorphism (LKH, for short) if the decryption 
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ℰ. Decrypt(𝑠𝑠𝑘𝑘1 + 𝑠𝑠𝑘𝑘2, 𝑐𝑐𝑡𝑡) → Dec(𝑑𝑑𝑘𝑘1 ⋅ 𝑑𝑑𝑘𝑘2, 𝑐𝑐𝑡𝑡1) → ∑𝑥𝑥𝑖𝑖 can cor-
rectly recover the aggregated plaintext from decryption keys 
�𝑑𝑑𝑘𝑘1 ← KeyGen(𝑠𝑠𝑘𝑘1, 𝑐𝑐𝑡𝑡0),𝑑𝑑𝑘𝑘2 ← KeyGen(𝑠𝑠𝑘𝑘2, 𝑐𝑐𝑡𝑡0)� , where 
𝑐𝑐𝑡𝑡 ≔ (𝑐𝑐𝑡𝑡0, 𝑐𝑐𝑡𝑡1)  is the aggregated ciphertext by LEH and LCH 
properties. 

Discussion. By the LKH property, the decryption keys from all 
candidates can be combined to decrypt the aggregated ciphertext 
in the tally phase. However, our construction is no longer secure 
if all candidates collude to decrypt a target ciphertext. Therefore, 
based on Fact 2, we need encryption schemes to be secure against 
a bounded number of collusions, i.e., at most 𝛿𝛿𝑐𝑐 candidates. This 
security property is slightly similar to bounded-collusion(BC) in 
IBE[121]-[123] or called key-insulated[27] in PKE. The difference 
is that in BC-IBE, 𝑛𝑛 public-secret key pairs are held by a single 
entity, whereas in our scheme, 𝑛𝑛 public-secret key pairs are held 
separately by 𝑛𝑛 candidates. Thus, the essential difference about 
bounded-collusion is that in BC-IBE schemes, the attacker who 
owns 𝑡𝑡 − 1 linear combination secret keys cannot create 𝑡𝑡’th de-
cryption key for 𝑖𝑖𝑑𝑑𝑡𝑡 ∈ ℐ𝒟𝒟 which is guaranteed by a cover-free 
map 𝜙𝜙: ℐ𝒟𝒟 → {0,1}𝑛𝑛, while in SemiVoting, the linear combination 
of secret keys is completed under linear homomorphism one-way 
functions[28], e.g., 𝑓𝑓𝑜𝑜𝑜𝑜(𝑎𝑎; 𝑏𝑏) ≔ (𝑔𝑔𝑏𝑏)𝑎𝑎  under the computational 
Diffie-Hellman (CDH) assumption. 

Therefore, our security against bounded-collusion is straight-
forward, that is, if homomorphic one-way functions exist, even 
though 𝛿𝛿𝑐𝑐  malicious candidates collude to compute 

{𝑓𝑓𝑜𝑜𝑜𝑜(𝑠𝑠𝑘𝑘∗; 𝑟𝑟𝑘𝑘)}𝑘𝑘∈[|ℂ|] from �𝑓𝑓𝑜𝑜𝑜𝑜 �∑ 𝑠𝑠𝑘𝑘𝑗𝑗
[ℂ]
𝑗𝑗 ; 𝑟𝑟𝑘𝑘��𝑘𝑘∈[|ℂ|]

 with their se-

cret keys �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ\𝕔𝕔∗], and given 𝑓𝑓𝑜𝑜𝑜𝑜(𝑠𝑠𝑘𝑘∗; 1) and 𝑓𝑓𝑜𝑜𝑜𝑜(1;𝑟𝑟𝑡𝑡), they 

cannot compute 𝑓𝑓𝑜𝑜𝑜𝑜(𝑠𝑠𝑘𝑘∗; 𝑟𝑟𝑡𝑡) without knowing the target candi-
date 𝕔𝕔∗’s secret key 𝑠𝑠𝑘𝑘∗. Obviously, based on the CDH assumption, 
if 𝑓𝑓𝑜𝑜𝑜𝑜(𝑠𝑠𝑘𝑘; 𝑟𝑟) ≔ (𝑔𝑔𝑟𝑟)𝑠𝑠𝑘𝑘 , the security against bounded-collusion 
holds. In Lemma A.4, we prove the property through an instance. 

(2). Non-interactive zero-knowledge argument systems 
For the verifiability of decryption keys, we employ non-inter-

active zero-knowledge(NIZK) argument systems[29-31] to con-
vince the verifier that the public key and decryption key are gen-
erated using the same secret key. A NIZK argument system ΠNIZK 
consists of two core algorithms: ΠNIZK. Prove(𝑐𝑐𝑟𝑟𝑠𝑠, 𝑠𝑠,𝜔𝜔) → 𝜋𝜋 , 
ΠNIZK. Verify(𝑐𝑐𝑟𝑟𝑠𝑠, 𝑠𝑠,𝜋𝜋) → 1/0, where 𝑐𝑐𝑟𝑟𝑠𝑠 ← ΠNIZK. Setup(1λ) is 
the common reference string, 𝑠𝑠 denotes statements belonging to 
an NP language ℒ, 𝜔𝜔 denotes witnesses s.t. (𝑠𝑠,𝜔𝜔) ∈ ℛℒ . For a pair 
of polynomial time algorithm (𝒫𝒫,𝒱𝒱), (𝒫𝒫,𝒱𝒱) is called the non-in-
teractive zero-knowledge argument of knowledge for language ℒ 
if the following conditions are met. 

Completeness: for any statement 𝑠𝑠 ∈ ℒ and a negligible func-
tion negl(⋅), Pr[𝒱𝒱(𝑠𝑠,𝜋𝜋 ← 𝒫𝒫(𝑠𝑠,𝜔𝜔)) = 1] ≥ 1 − negl(𝜆𝜆). 

Knowledge Soundness: for any statement 𝑠𝑠′ ∉ ℒ, any adversary 
𝒫𝒫′ and a knowledge extractor ℰ𝓍𝓍𝓍𝓍(⋅): 

Pr�𝒱𝒱�𝑠𝑠′,𝜋𝜋′ ← 𝒫𝒫′(𝑠𝑠′,𝜔𝜔′)�� = 1 < negl(𝜆𝜆) ∧ 
𝑃𝑃𝑟𝑟[ℰ𝓍𝓍𝓍𝓍(𝑐𝑐𝑟𝑟𝑠𝑠,𝜋𝜋′, 𝑠𝑠′) → 𝜔𝜔′] ≥ 1 − negl(𝜆𝜆). 

Zero-knowledge: for any statement 𝑠𝑠 ∈ ℒ , a zero-knowledge 
simulator 𝒮𝒮  with simulation trapdoor 𝜏𝜏 , 𝒫𝒫(𝑠𝑠,𝜔𝜔) ≈

𝑐𝑐
𝒮𝒮𝜏𝜏(𝑠𝑠) ∧

Pr[𝒮𝒮𝜏𝜏 fails] < negl(λ). 

2.4 Our Construction 

Let ℰ be an encryption scheme with the properties defined above, 
and ΠNIZK be a NIZK argument system. A feasible construction is 
as follows. 

• Setup �1𝜆𝜆�: Taking as input a security parameter 𝜆𝜆, and gener-
ates public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 . 
• KeyGen�𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣�: Taking as input the public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠, each 
candidate 𝕔𝕔𝑗𝑗 ∈ ℂ performs the key generation algorithm of ℰ, to 
generate the public encryption key 𝑝𝑝𝑘𝑘𝑗𝑗 and secret key 𝑠𝑠𝑘𝑘𝑗𝑗 .(If nec-
essary, such as to defend against the rogue public-key attack[126], 
proving knowledge of the secret key must be performed in this 
algorithm.). 
• Vote �𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣, �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ]

,𝑣𝑣��⃗ 𝑖𝑖,𝑤𝑤𝑖𝑖�: Taking as input the public param-

eter 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠, the aggregated encryption key 𝑒𝑒𝑘𝑘 ≔ ∏ 𝑝𝑝𝑘𝑘𝑗𝑗
[ℂ]
𝑗𝑗 , a vector 

𝑣𝑣𝑖𝑖 of ballots and the weight 𝑤𝑤𝑖𝑖 of voter 𝕧𝕧𝑖𝑖 , each voter 𝕧𝕧𝑖𝑖  outputs 

ciphertext 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ≔ �𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 ≔ ℰ. Comm�𝑟𝑟𝑖𝑖,𝑗𝑗�, 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 ≔ ℰ. Enc�𝑒𝑒𝑘𝑘, 𝑣𝑣𝑖𝑖,𝑗𝑗 ⋅

𝑤𝑤𝑖𝑖;𝑟𝑟𝑖𝑖,𝑗𝑗��𝑗𝑗∈[ℂ]
, where 𝑣𝑣𝑖𝑖,𝑗𝑗 ∈ 𝑣𝑣𝑖𝑖  denotes the value of the voter 𝕧𝕧𝑖𝑖  

casting for the candidate 𝕔𝕔𝑗𝑗 . 
■ VoteAgg�ℂ𝕋𝕋′, 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�: Upon receiving the ballot ciphertexts 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 
from a voter 𝕧𝕧𝑖𝑖 , the aggregator 𝕒𝕒 updates its state variable set 
ℂ𝕋𝕋 = ��ℂ𝕋𝕋.𝐶𝐶𝐶𝐶𝑗𝑗0 = ℂ𝕋𝕋′.𝐶𝐶𝐶𝐶𝑗𝑗0 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 ,ℂ𝕋𝕋.𝐶𝐶𝐶𝐶𝑗𝑗1 = ℂ𝕋𝕋′.𝐶𝐶𝐶𝐶𝑗𝑗1 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 ��𝑗𝑗∈[ℂ]

.  
For simplicity, set ℂ𝕋𝕋.ℂ0 ≔ �𝐶𝐶𝐶𝐶𝑗𝑗0�𝑗𝑗∈[ℂ]

, ℂ𝕋𝕋.ℂ1 ≔ �𝐶𝐶𝐶𝐶𝑗𝑗1�𝑗𝑗∈[ℂ]
. 

•  DKeyGen�𝑠𝑠𝑘𝑘𝑗𝑗,ℂ𝕋𝕋.ℂ0�:  When the voting phase finished, each 
candidate 𝕔𝕔𝑗𝑗 ∈ ℂ takes the aggregated set ℂ𝕋𝕋.ℂ0 and secret key 

𝑠𝑠𝑘𝑘𝑗𝑗 as inputs, then generates the partial decryption keys 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 ≔
�𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′ ≔ ℰ. KeyGen�𝑠𝑠𝑘𝑘𝑗𝑗 ,𝐶𝐶𝐶𝐶𝑗𝑗′

0��
𝑗𝑗′∈[ℂ]

 and an argument 𝜋𝜋𝑗𝑗 ←

ΠNIZK. Prove(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 ,𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗, 𝑠𝑠𝑘𝑘𝑗𝑗) to 𝕒𝕒. 

■ DKeyAgg�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗,𝔻𝔻𝔻𝔻′�: After receiving 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 from each candi-

date 𝕔𝕔𝑗𝑗 ∈ ℂ, 𝕒𝕒 checks whether Π. Verify�𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 ,𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� outputs 
1. If positive, update the decryption key set 𝔻𝔻𝔻𝔻 = �𝐷𝐷𝐾𝐾𝑗𝑗′ =
𝔻𝔻𝔻𝔻′.𝐷𝐷𝐾𝐾𝑗𝑗′ ⋅ 𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′�𝑗𝑗′∈[ℂ]

; else return ⊥. 

• Tally(𝔻𝔻𝔻𝔻,ℂ𝕋𝕋.ℂ1) → �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]:  Takes as input the decryption 
key set 𝔻𝔻𝔻𝔻 and the aggregated ballot ciphertext set ℂ𝕋𝕋.ℂ1, out-
puts final tallies �𝑡𝑡𝑗𝑗 = ℰ. Dec�𝐷𝐷𝐾𝐾𝑗𝑗 ,𝐶𝐶𝐶𝐶𝑗𝑗1� =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >�

𝑗𝑗∈[ℂ]
. 

Correctness. By the LCH, LEH, and LKH properties, we prove the 
correctness of the construction in Appendix A.1. 

Instantiation. The detailed instantiation building from the modi-
fied BC-IND secure encryption[110] scheme and Fiat-Shamir-
based NIZK argument system [107,108] is shown in Appendix A.2. 

2.5 Security Analysis 
Ballot Privacy. The ballot privacy is guaranteed by the BC-IND-
secure public key encryption. Informally speaking, the indistin-
guishability of ciphertexts means that ciphertexts cannot be dis-
tinguished from one another regardless of the ballot on which the 
ciphertext is generated. On the other hand, if an attacker can gen-
erate valid decryption keys without knowing candidates’ secret 
keys, it can quickly reveal each voter’s ballot, while the BC-IND-
secure encryption scheme can prevent it. 
Decryption-Key Verifiability. This property straightforwardly re-
lies on the completeness and computational soundness of the 
NIZK argument system ΠNIZK, which means once the proof passes 
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the ΠNIZK. Verify algorithm, the decryption key is correctly cre-
ated by the owner of the secret key with overwhelming probabil-
ity. On the contrary, if the decryption key is generated by a secret 
key independent of the candidate’s public key, it passes the 
ΠNIZK. Verify algorithm with negligible probability. 

To formally prove the properties, we first give the formal secu-
rity definition of the construction for SemiVoting, then prove the 
corresponding theorem in Appendix A.3. 

Definition 2. Let ℱ𝑆𝑆𝑆𝑆 be the functionality as defined below. We 
say that the construction in Section 2.4 securely computes ℱ𝑆𝑆𝑆𝑆 in 
the presence of the static adversaries if for every PPT adversary 
𝒜𝒜 for the real world, there exists a PPT simulator 𝒮𝒮 for the ideal 
world, such that: 
IDEAL𝒮𝒮(𝑧𝑧)

ℱ𝑠𝑠𝑠𝑠 �{𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗: 𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐],𝕒𝕒:⊥)� ≈
𝑐𝑐

 

REAL𝒮𝒮(𝑧𝑧)
Π𝑆𝑆𝑆𝑆 �{𝕧𝕧𝑖𝑖: 𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗: 𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐],𝕒𝕒:⊥� 

In Definition 2, we consider a static adversary 𝒜𝒜 who controls 
one of the two parties: semi-honest voters and malicious candi-
dates. We denote corrupted sets of voters and candidates by 𝕍𝕍𝑐𝑐 
and ℂ𝑐𝑐 , respectively, and |ℂ𝑐𝑐| ≤ 𝛿𝛿𝑐𝑐 , |𝕍𝕍𝑐𝑐| ≤ 𝛿𝛿𝑠𝑠 . Intuitively, our 
construction is secure against them if the semi-honest voters and 
malicious candidates only learn the encrypted ballots �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐] 

and tally result �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]  nothing about unencrypted ballots 

{𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]. Besides, the internal state variables of aggregator 
𝕒𝕒 is append-only, transparent and verifiable for any participant. 
We formalize the definition based on the simulation paradigm. For 
convenience, let: ℱSV: {𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍] × �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[𝕍𝕍] ×⊥→ �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍] ×

�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�𝑗𝑗∈[ℂ] × �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ] be the functionality for the SemiVoting 

construction ΠSV, where ⊥ refers to an empty string. For each tu-
ple of inputs {𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍] belonging to voters and �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[𝕍𝕍]  be-

longing to candidates, the function ℱSV  outputs �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍] , 

�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�𝑗𝑗∈[ℂ] and �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ] to voters and candidates, respectively. 

To define security, we first formalize the ideal and real worlds. In 
the ideal world, a non-corrupted trusted third party (TTP) also 
computes the functionality on the inputs and forwards to each 
party its respective output. It is said to achieve privacy and secu-
rity if there exists a simulator 𝒮𝒮 who can emulate the execution of 
the real world in the ideal world and no one can distinguish them.  
Real world. Our construction ΠSV is conducted among the parties 
in 𝕍𝕍,ℂ and the static adversary 𝒜𝒜. At the beginning of the con-
struction ΠSV , each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 first receive her input (𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖) 
then receive random coins 𝑟𝑟𝑖𝑖  and an auxiliary input 𝑧𝑧. At the end 
of the execution, the honest party outputs whatever is prescribed 
by the protocol ΠSV and the adversary 𝒜𝒜 outputs its view. The 
output of the real-world execution of the protocol ΠSV  among 
these parties in the presence of the adversary 𝒜𝒜  is defined as 
REAL𝒜𝒜(𝑧𝑧)

ΠSV ({𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗: 𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐],𝕒𝕒:⊥). 

Ideal world. The ideal world is executed among the parties 𝕍𝕍,ℂ 
and a simulator 𝒮𝒮 who is allowed to corrupt the aggregator 𝕒𝕒 and 
some subset of voters or candidates. At the beginning of the ideal 
world, each party receives the same input as the corresponding 
party in the real world. The honest party always forwards its input 

to the TTP. The corrupted party may abort or send arbitrary input. 
The TTP returns the result 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 to the voter 𝕧𝕧𝑖𝑖  or (𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗) to the 
candidate 𝕔𝕔𝑗𝑗 . If the TTP receives an abort message as input, it 
sends the abort message to the voter. The output of the parties in 
the ideal world in the presence of the simulator 𝒮𝒮 is defined as 
IDEAL𝒮𝒮(𝑧𝑧)

ℱ ({𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗: 𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐],𝕒𝕒:⊥). 

Then, we have the below theorem. 
Theorem 1. Suppose the encryption scheme is BC-IND-secure, the 
NIZK argument system is computationally sound, and the internal 
state variables of aggregator 𝕒𝕒 are append-only, transparent, and 
verifiable for any participant, then our SemiVoting construction 
is (𝛿𝛿𝑐𝑐 ,𝛿𝛿𝑠𝑠)-bounded secure as defined in Definition 2. 

Rather than the above properties, our construction also cap-
tures the features below. 
Decentralization. Based on Fact 1 and Fact 2 in the introduction, 
we distribute the power of generating partial decryption keys to 
all candidates, meaning no single entity or organization can influ-
ence the outcome of elections. Furthermore, we employ block-
chain technology to enhance decentralization in Section 3. 
Self-Tallying. This functionality implies public verifiability, as an-
yone, including external and internal observers, can calculate the 
election outcome by themselves, i.e., by taking the aggregated de-
cryption keys set 𝔻𝔻𝔻𝔻 and ciphertexts ℂ𝕋𝕋 as inputs and running 
the Tally algorithm to get the output. 
Moderately Succinctness. We exploit the nature of linear homo-
morphic encryption, which allows us to tally the ballot results 
without revealing the content of ballots. In addition, the cost of 
the Tally and Vote algorithms is only related to the number of 
candidates |ℂ|, not the number of voters |𝕍𝕍|. 
Dynamic join. Since the initialization of public system parameters 
and the generation of decryption keys are independent of voters, 
any voter can dynamically join the voting system and generate 
encrypted ballots using system parameters before the voting 
phase finishes. 

Although SemiVoting satisfies the described properties, it is 
still a strawman construction, as it lacks the restriction of dishon-
est voters’ illegal behaviors and does not provide anonymity for 
voters. To overcome these issues, we propose VeriVoting. 

Table 2: Symbols 
Symbols Meaning 

𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 A random seed key sampled by 𝕧𝕧𝑖𝑖 
PRF𝑠𝑠𝑠𝑠𝑘𝑘(⋅) Pseudorandom Function 

𝑐𝑐𝑚𝑚𝑖𝑖 Commitment on 𝕧𝕧𝑖𝑖’s token(i.e. weight) 

𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 Voter 𝕧𝕧𝑖𝑖’s wallet address 

ℂ𝕠𝕠𝕠𝕠 Set of token commitments 

𝕃𝕃 Append-only ledger storing published transactions 

𝕄𝕄𝕋𝕋 
Merkle tree over token commitments. The depth of 

the Merkle tree denotes by 𝕄𝕄𝕋𝕋. depth 

𝜌𝜌𝑖𝑖 
The authentication path from (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖,𝑐𝑐𝑚𝑚𝑖𝑖) to 

Merkle tree’s root 𝕄𝕄𝕋𝕋. rt. 
𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) Compiled program of the voting function 

𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) The prescribed voting function 

𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃,𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃  Proving keys and Verification keys of zkSNARKs  
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3 VERIVOTING SCHEME 
In this section, we remove the assumption that the voter is semi-
honest in SemiVoting, such that voters can be dishonest partici-
pants who do not follow the prescribed voting rule. To prevent 
dishonest voters from repeating voting and casting the ill-formed 
ballot, while keeping voters' identities private, we employ 
zkSNARKs [32] and blockchain[44] to present our weighted vot-
ing scheme, VeriVoting, which implements and extends the Sem-
iVoting primitive. For simplicity, we introduce some new symbols 
used in VeriVoting in Table 2. 

3.1 Building Blocks 
ZkSNARKs. Zero-knowledge succinct non-interactive arguments 
of knowledge (zkSNARKs)[32]-[34] are generic NIZK argument 
constructions supporting any arithmetic circuit 𝜑𝜑 and featuring 
constant-cost proof verification in the size of 𝜑𝜑. Due to their low 
verification costs, zkSNARKs are frequently used on the Ethereum 
blockchain [35],[36]. Consistent with the traditional NIZK argu-
ment system[37]-[39], a zkSNARK system ΠSNARK also consists of 
two core algorithms: ΠSNARK. Prove(𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 ,𝑠𝑠,𝜔𝜔) → 𝜋𝜋  and 
ΠSNARK. Verify(𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃, 𝑠𝑠,𝜋𝜋) → 1/0 , and meet completeness, 
knowledge soundness and zero-knowledge properties. 

Another important reason we use zkSNARKs is that it can make 
our scheme support more flexible voting functions or complex 
ballot condition formats as long as they can be compiled into an 
arithmetic circuit. 
PRFs. A pseudorandom function family[40,41] PRF𝑠𝑠𝑘𝑘: {0,1}|𝑥𝑥| 
→ {0,1}𝜆𝜆(|𝑥𝑥|), where 𝑠𝑠𝑘𝑘 denotes the seed key, 𝑥𝑥 ∈ {0.1}∗, 𝜆𝜆:ℕ →
ℕ, is computationally indistinguishable from a random function 
family. 
Commitments. Commitment schemes[42,43] are designed so that 
a party cannot change the value or statement after they have com-
mitted to it: that is, commitment schemes are binding, while keep-
ing the value or statement hidden to others: that is, commitment 
schemes are hiding. Let Comm denote a statistically-hiding non-
interactive commitment scheme, i.e., 𝑐𝑐𝑚𝑚 ≔ Comm(𝑤𝑤, 𝑠𝑠), where 
𝑤𝑤 is the token, 𝑠𝑠 is randomness; Then, 𝑐𝑐𝑚𝑚 is opened by revealing 
𝑤𝑤 and 𝑠𝑠, and one can verify that Comm(𝑤𝑤, 𝑠𝑠) equals 𝑐𝑐𝑚𝑚. 
Smart Contracts. Smart contracts are a core building block of de-
centralized applications, facilitating the execution of specified 
tasks (such as payments) based on predetermined rules. Since the 
smart contract features transparency, verifiability, trust, and acc-
uracy[44], we exploit it as the verifier to verify the output of par-
ties in our VeriVoting scheme and as the aggregator to combine 
received ciphertexts and partial decryption keys. 

3.2 Overview 
The overview of the VeriVoting scheme is shown in Figure 2. In 
addition to the entities already defined in the SemiVoting primi-
tive, we introduce two new entities: election authority and smart 
contract, where the smart contract plays the aggregator role. 

Election Authority(ℰ𝒜𝒜). The responsibilities of ℰ𝒜𝒜 include gen-
erating global public parameters, accepting voters’ requests for 
registration, issuing tokens (equivalent to the weight value of dif-
ferent roles) to authenticated voters, and publishing the list of el-
igible voters and the list of candidates. 

Smart Contract(𝒮𝒮𝒞𝒞). The functions of 𝒮𝒮𝒞𝒞 include uploading each 
voter’s submitted commitment and secret ballot vector into the 
blockchain after verifying the validity of the commitments and 
ballots in the commitment and voting phase, uploading each can-
didate’s submitted partial decryption keys into the blockchain af-
ter verifying the correctness of the keys in the DK generation 
phase. 

Blockchain

Block Block Block Block

Smart
Contract Tally Ballots  

Result

Initialization Registration Tally

Voting Timeline in VeriVoting

··· ···

Commitment 
& Voting

DK 
Generation
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Figure 2: Overview of VeriVoting  

Definition 3 (VeriVoting, VV). A VeriVoting scheme, over a set of 
voters 𝕍𝕍, a set of candidates ℂ, smart contracts 𝒮𝒮𝒞𝒞s, and an elec-
tion authority ℰ𝒜𝒜, is defined by three algorithms and four proto-
cols: 
•  (𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣,𝑐𝑐𝑟𝑟𝑠𝑠) ← Setup �1λ�  Input security parameter 𝜆𝜆 , call 

SV. Setup�1𝜆𝜆� and ΠSNARK. Setup�1𝜆𝜆�, outputs system public pa-
rameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 and 𝑐𝑐𝑟𝑟𝑠𝑠 = (𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 , 𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃). 
• (𝑝𝑝𝑘𝑘𝑗𝑗,𝑠𝑠𝑘𝑘𝑗𝑗) ← KeyGen𝕔𝕔�𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣� Each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ takes as in-
put the public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠, calls SV. KeyGen(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠) to output 
�𝑝𝑝𝑘𝑘𝑗𝑗, 𝑠𝑠𝑘𝑘𝑗𝑗�. 
•  𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 ← KeyGen𝕧𝕧�𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣�.  Each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍  takes as input the 
public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , outputs a random seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 as the 
secret key of the PRF. 
• (𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖,𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖) × 𝑡𝑡𝑥𝑥𝑟𝑟𝑒𝑒𝑔𝑔 ← Register�𝕧𝕧𝑖𝑖:𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 × ℰ𝒜𝒜: (𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖,𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖)�. 

■ Each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 submits her valid credential 𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖  and an 
empty wallet address 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖  generated by 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 to ℰ𝒜𝒜.  
■ After verifying the validity of the voter’s credential, ℰ𝒜𝒜 trans-
fers a token 𝑤𝑤𝑖𝑖 (equals the voter’s weight value) to the voter’s 
address, which can be expressed as a transaction 𝑡𝑡𝑥𝑥𝑟𝑟𝑟𝑟𝑟𝑟 ≔
(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟ℛ𝒜𝒜 → 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖:𝑤𝑤𝑖𝑖). 

• 𝑡𝑡𝑥𝑥𝑐𝑐𝑚𝑚 × 1/0 ← Commit�𝕧𝕧𝑖𝑖: (𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣,𝑤𝑤𝑖𝑖,𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖� × 𝒮𝒮𝒞𝒞: (𝑝𝑝𝑝𝑝𝑠𝑠𝑣𝑣, 𝑡𝑡𝑥𝑥𝑐𝑐𝑚𝑚,𝕃𝕃)). 

■ Each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 takes the public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 and a to-
ken 𝑤𝑤𝑖𝑖 as inputs, performs the Commit algorithm to generate a 
commitment on the token 𝑤𝑤𝑖𝑖, 𝑐𝑐𝑚𝑚𝑖𝑖 ≔ Comm(𝑤𝑤𝑖𝑖 , 𝑠𝑠𝑖𝑖), then out-
puts the transaction 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 ≔ (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑤𝑤𝑖𝑖 , 𝑠𝑠𝑖𝑖) to 𝒮𝒮𝒞𝒞. 
■ Once called by the voter 𝕧𝕧𝑖𝑖 , the contract 𝒮𝒮𝒞𝒞 parses 𝑡𝑡𝑥𝑥𝑐𝑐𝑜𝑜𝑐𝑐 as 
(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑤𝑤𝑖𝑖 , 𝑠𝑠𝑖𝑖), computes 𝑐𝑐𝑚𝑚𝑖𝑖

′: = Comm(𝑤𝑤𝑖𝑖 , 𝑠𝑠𝑖𝑖) and exe-
cutes the following assert: 

Assert 𝑐𝑐𝑚𝑚𝑖𝑖
′ = 𝑐𝑐𝑚𝑚𝑖𝑖; 

Assert (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑐𝑐𝑣𝑣𝑖𝑖𝑛𝑛𝑖𝑖) ∉ ℂ𝕠𝕠𝕠𝕠; 
Assert 𝕃𝕃[𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖] = 𝑤𝑤𝑖𝑖 . 

Then, 𝒮𝒮𝒞𝒞 sets 𝕃𝕃[𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖] = 0 and adds (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖) to ℂ𝕠𝕠𝕠𝕠. 
• 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 × 1/0 ← Vote(𝕧𝕧𝑖𝑖: (𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 ,𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ],𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑖𝑖, 

𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞,𝕄𝕄𝕋𝕋. rt,𝕄𝕄𝕋𝕋. depth, 𝜌𝜌𝑖𝑖) × 𝒮𝒮𝒞𝒞: (𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃, 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟)). 
■ Each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍  firstly takes public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠  and 
candidates’ public keys �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ], her seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 and token 
𝑤𝑤𝑖𝑖 , and (𝕄𝕄𝕋𝕋. rt,𝕄𝕄𝕋𝕋. depth,𝜌𝜌𝑖𝑖)  as inputs of the compiled 
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voting program 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞 , runs 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞  to output statement 𝐬𝐬𝑖𝑖  and 
witness 𝐚𝐚𝑖𝑖 . Then 𝕧𝕧𝑖𝑖  performs  ΠSNARK. Prove(𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 , 𝐬𝐬𝑖𝑖 ,𝐚𝐚𝑖𝑖) to 
generate proof 𝜋𝜋𝑖𝑖, and finally sends 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 ≔ (𝐬𝐬𝑖𝑖 ,𝜋𝜋𝑖𝑖) to 𝒮𝒮𝒞𝒞. 

The detail of the compiled program 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞, which contains 
SV. Vote algorithm, is shown in Figure 3. 
■ Once called by the voter 𝕧𝕧𝑖𝑖 , the contract 𝒮𝒮𝒞𝒞 parses 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 as 
(𝐬𝐬𝑖𝑖 ,𝜋𝜋𝑖𝑖) , then runs ΠSNARK. Verify(𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃, 𝐬𝐬𝑖𝑖 ,𝜋𝜋𝑖𝑖) to check the 
validity of statements. If the verification passes, 𝒮𝒮𝒞𝒞 performs 
SV. VoteAgg algorithm to update ℂ𝕋𝕋. 

• 𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘 × 1/0 ← DKeyGen�𝕔𝕔𝑗𝑗: �𝑠𝑠𝑘𝑘𝑗𝑗,ℂ𝕋𝕋.ℂ0� × 𝒮𝒮𝒞𝒞: (𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , 𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘)�.  
■ Each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ  executes SV. DKeyGen algorithm and 
sends 𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘 ≔ (𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗) to 𝒮𝒮𝒞𝒞. 
■ The contract 𝒮𝒮𝒞𝒞  parses 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟  as �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� , and performs 
SV. DKeyAgg algorithm to verify-then-update 𝔻𝔻𝔻𝔻. 

• �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]
← Tally(𝔻𝔻𝔻𝔻,ℂ𝕋𝕋.ℂ1). Any participant can carry out the 

SV. Tally algorithm to output final weighted tallies  

Compiled Program 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) 
INPUTS: 
− public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 
− public keys �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ]

 
− Voter 𝕧𝕧𝑖𝑖′s weight 𝑤𝑤𝑖𝑖 and 𝑐𝑐𝑚𝑚𝑖𝑖 
− Voter 𝕧𝕧𝑖𝑖′s seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 
− Ballot vector �⃗�𝑣𝑖𝑖 
− Path 𝜌𝜌𝑖𝑖 and 𝕄𝕄𝕋𝕋. rt, 𝕄𝕄𝕋𝕋. depth 
OUTPUTS: 
− Statement 𝐬𝐬𝒊𝒊 ≔ (𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 , 𝑠𝑠𝑛𝑛𝑖𝑖) 
− Witness 𝐚𝐚𝒊𝒊 ≔ (𝜌𝜌𝑖𝑖,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 , �⃗�𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖,⋆), where ⋆ are witnesses of computa-

tion. 
1. Assert Predicate(�⃗�𝑣𝑖𝑖) = true. 
2. Compute 𝑠𝑠𝑛𝑛𝑖𝑖 ≔ PRF𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖�𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ≔ PRF𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖(0) ∥ 𝑐𝑐𝑚𝑚𝑖𝑖�. 
3. Assert MerkleAuth(𝕄𝕄𝕋𝕋. rt,𝕄𝕄𝕋𝕋. depth,𝜌𝜌𝑖𝑖, (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖)). 
4. Compute ballot ciphertext vector: 

𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ≔ SV. Vote(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , ��𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ]
, �⃗�𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖�. 

5. Output 𝐬𝐬𝒊𝒊 and 𝐚𝐚𝒊𝒊. 

Figure 3: The compiled program 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) (Removing the grey 
ground parts in Fig.3 is the definition of the function 𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞.) 

3.3 Security Requirements 
To fix the vulnerabilities of SemiVoting, our VeriVoting scheme 
should follow the security requirements below. 
Anonymity. In the voting phase, the voting transaction 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 
cannot leak any information about a voter’s identity, even if all 
the candidates collude with at most 𝛿𝛿𝑠𝑠  dishonest voters. For 
weighted voting, we assume that at least two honest voters with 
the same weight value cast their ballots for different candidates; 
otherwise, any observer can trace the voting transaction to the 
voter who owns the unique weight value. 
Ballot Verifiability. To forbid dishonest voter’s illegal behaviors, 
there are five statements that each voter should prove in the vot-
ing phase: 

Statement 1: “Predicate(𝑣𝑣𝑖𝑖) = true”, which means the ballot 
vector 𝑣𝑣𝑖𝑖  should meet predefined voting predicate logic, e.g., 
Predicate(𝑣𝑣𝑖𝑖) ≔ (𝑣𝑣𝑖𝑖 ∈ {0,1}|ℂ|) ∧ (∥ 𝑣𝑣𝑖𝑖 ∥= 2)  indicates that if 
each element in 𝑣𝑣𝑖𝑖 should be in {0,1} and the norm of 𝑣𝑣𝑖𝑖 equals 1, 
output true; else false. As such, suppose a voter 𝕧𝕧𝑖𝑖  is willing to 
cast her ballot for the candidate 𝕔𝕔2 in the three-candidate election, 

the well-formedness of the ballot vector should be 𝑣𝑣𝑖𝑖 ≔ (0,1,1) 
that can pass the predicate function. 

Statement 2: “𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 = PRF𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖(0)” , which means the voter 
𝕧𝕧𝑖𝑖’s seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 matches the wallet address 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 . 

Statement 3: “𝑠𝑠𝑛𝑛 = PRF𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ∥ 𝑐𝑐𝑚𝑚𝑖𝑖)”, which means that 
the serial number 𝑠𝑠𝑛𝑛𝑖𝑖 is computed correctly to prevent duplicate 
voting of dishonest voters. 

Statement 4: “𝜌𝜌𝑖𝑖 ∈ 𝕄𝕄𝕋𝕋”, which means the weight commitment 
(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖) appears as a leaf of a Merkle tree with root 𝕄𝕄𝕋𝕋. rt. 

Statement 5: “𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ← SV. Vote(⋅)” , the ballot ciphertexts are 
well-formed: for any ballot ciphertext 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗 ∈ 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖  it holds that 
𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗 = Enc(𝑒𝑒𝑘𝑘, 𝑣𝑣𝑖𝑖,𝑗𝑗 ⋅ 𝑤𝑤𝑖𝑖; 𝑟𝑟𝑖𝑖,𝑗𝑗). 

3.4 Our Construction 
This section presents the construction of VeriVoting in six phases: 

Initialization phase. In this phase, all public parameters are fixed 
and submitted onto the blockchain by the election authority ℰ𝒜𝒜, 
candidates, and voters. 

VV. SetupEA�1𝜆𝜆 ,𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞� : ℰ𝒜𝒜  performs SV. Setup�1λ� → 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 
and ΠSNARK. Setup�1λ,𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞� → 𝑐𝑐𝑟𝑟𝑠𝑠, publishes public parameters 
𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 and common reference string 𝑐𝑐𝑟𝑟𝑠𝑠 = (𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 , 𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃) on the 
blockchain, which serves as a public bulletin board. 

VV. KeyGen𝕔𝕔(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠): Each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ takes as input the 
public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , calls SV. KeyGen(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠) → (𝑝𝑝𝑘𝑘𝑗𝑗, 𝑠𝑠𝑘𝑘𝑗𝑗) and 
publishes 𝑝𝑝𝑘𝑘𝑗𝑗 on the blockchain. 

VV. KeyGen𝕧𝕧(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠): Each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 takes as input the pub-
lic parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , samples randomly a secret seed 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖, then 
outputs 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ≔ PRF𝑠𝑠𝑠𝑠𝑘𝑘𝑖𝑖(0) as her new wallet address. 

For simplicity, we assume that the verification process of each 
candidate’s 𝑝𝑝𝑘𝑘𝑗𝑗  was done before issuing them on the blockchain. 
In addition, if our NIZK system requires honestly generated CRSs, 
such as zkSNARKs, there are several well-known mechanisms 
that are practical with the parameters we need, such as distributed 
generation of 𝑐𝑐𝑟𝑟𝑠𝑠 by multiple parties[45] or by SGX[46].  

Registration phase. In this phase, each voter registers his/her vot-
ing information with ℰ𝒜𝒜 who will issue tokens(i.e., weight value) 
according to the role of each voter. 

VV. Register𝕧𝕧(𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖 ,𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖) : Each voter 𝕧𝕧𝑖𝑖  submits his/her 
valid voting credential 𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖  and empty wallet address 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 to 
ℰ𝒜𝒜. 

VV. RegisterEA(𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖 ,𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖) : After verifying the validity of 
the voter’s credential 𝑐𝑐𝑟𝑟𝑒𝑒𝑑𝑑𝑖𝑖 , ℰ𝒜𝒜 transfers a token 𝑤𝑤𝑖𝑖  equals the 
voter’s weight to the voter’s address 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , then adds the trans-
action 𝑡𝑡𝑥𝑥𝑟𝑟𝑟𝑟𝑟𝑟 ≔ (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟ℰ𝒜𝒜 ⇒ 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖:𝑤𝑤𝑖𝑖) to the blockchain. 

Commitment and voting phase. The formal descriptions of com-
mitment and voting phases are given in Figure 4. We use the pseu-
docode format to illustrate the core phase of our construction.  

In the commitment phase, each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 needs to generate 
a commitment 𝑐𝑐𝑚𝑚𝑖𝑖 to his/her token 𝑤𝑤𝑖𝑖 as the certificate of voting, 
deriving his/her weight from the token sent by ℰ𝒜𝒜. Subsequently, 
all commitments of ℂ𝕠𝕠𝕠𝕠 on the ledger are collected in a Merkle 
tree, which facilitates efficiently proving that an address-commit-
ment pair (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖) appears on the ledger. 

In the voting phase, each voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 needs to convince 𝒮𝒮𝒞𝒞 
that Statements 1-5 are correct. To do so, 𝕧𝕧𝑖𝑖  performs 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅), 

�𝑡𝑡𝑗𝑗 =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >�𝑗𝑗∈[ℂ]. 
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which is the compiled version of the function 𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) in SNARK-
friendly format, and then calls ΠSNARK. Prove algorithm to com-
pute the proof 𝜋𝜋𝑖𝑖  according to the outputs of 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅)  (s.t. 
(𝐬𝐬𝑖𝑖 ,𝐚𝐚𝑖𝑖) ∈ ℛℒ𝑠𝑠 , where ℒ𝑠𝑠 is the language consisting of valid voting 
statements, ℛℒ𝑠𝑠  is the relation specifying a collection of valid 
statement-witness pairs (𝐬𝐬𝑖𝑖 ,𝐚𝐚𝑖𝑖). 

Possession of token being voted. It is essential for a voter to 
prove the possession of the on-chain token such that no one can 
illegally invade her token to vote. To prove this point efficiently, 
the blockchain maintains a Merkle tree 𝕄𝕄𝕋𝕋 over ℂ𝕠𝕠𝕠𝕠, which can 
be viewed as an oblivious Merkle tree construction to hide the 
voter of a token, and which token was transferred. Membership in 
the set can be demonstrated by a Merkle authentication path 𝜌𝜌𝑖𝑖 
consistent with the root hash 𝕄𝕄𝕋𝕋. 𝑟𝑟𝑡𝑡; moreover, the serial number 
𝑠𝑠𝑛𝑛𝑖𝑖 is computed using the same seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 from which the ad-
dress 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 is derived; these are done in zero-knowledge.  

No duplicate voting. Each commitment (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖)  has a 
cryptographically unique serial number 𝑠𝑠𝑛𝑛𝑖𝑖 that can be computed 
as a pseudorandom function of 𝕧𝕧𝑖𝑖’s seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 and commit-
ment. To cast a ballot, its serial number 𝑠𝑠𝑛𝑛𝑖𝑖  must be disclosed, and 
a zero-knowledge proof must be given to show the correctness of 
𝑠𝑠𝑛𝑛𝑖𝑖. The contract checks that no 𝑠𝑠𝑛𝑛𝑖𝑖 is used twice. 

Ballot ciphertexts aggregation. After verifying the correctness 
of 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 from a voter 𝕧𝕧𝑖𝑖 , the contract aggregate the new 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 into 
ℂ𝕋𝕋  by computing �𝐶𝐶𝐶𝐶𝑗𝑗0 = 𝐶𝐶𝐶𝐶𝑗𝑗0 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 ,𝐶𝐶𝐶𝐶𝑗𝑗1 = 𝐶𝐶𝐶𝐶𝑗𝑗1 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 �𝑗𝑗∈[ℂ]

. In 

other words, the state variables set ℂ𝕋𝕋, stored in contract storage, 
is iteratively updated through the ciphertext aggregation when a 
new valid transaction arrives. At a high level, the whole process 
of aggregation can be expressed as: 

�(𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 , 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 )�
|𝕍𝕍|×|ℂ| 𝐚𝐚𝐀𝐀𝐀𝐀

�� �(𝐶𝐶𝐶𝐶𝑗𝑗0,𝐶𝐶𝐶𝐶𝑗𝑗1)�
|ℂ|

. 

Decryption-key(DK) generation phase. When the voting phase is 
over, 𝒮𝒮𝒞𝒞  publishes the aggregated ciphertexts set ℂ𝕋𝕋  on the 
blockchain. By using their secret keys, each candidate creates par-
tial decryption keys on ℂ𝕋𝕋.ℂ0 ≔ �𝐶𝐶𝐶𝐶𝑗𝑗0�𝑗𝑗∈[ℂ]

 and forwards the 
transaction 𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘 ≔ (𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗) to 𝒮𝒮𝒞𝒞 who will check the validity of 
𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 by corresponding proof 𝜋𝜋𝑗𝑗. After that, 𝒮𝒮𝒞𝒞 aggregates the re-
ceived �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗�𝑗𝑗∈[ℂ] , i.e., �𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′�

|ℂ|×|ℂ| 𝐚𝐚𝐀𝐀𝐀𝐀
�� �𝑑𝑑𝑘𝑘𝑗𝑗�

|ℂ|
, and then pub-

lishes 𝔻𝔻𝔻𝔻 ≔ �𝑑𝑑𝑘𝑘𝑗𝑗�
|ℂ|

as the decryption key.  
The above process of aggregating refers to SV. DKeyAgg algo-

rithm where the aggregator 𝕒𝕒 is replaced by 𝒮𝒮𝒞𝒞.  
 

Smart Contract 
𝐕𝐕𝐕𝐕.𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐬𝐬𝐬𝐬  
INPUTS: 
- Public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 
- A transaction 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 
- The ledger 𝕃𝕃 
OUPUTS bit 𝑏𝑏 (1-accept, 0-reject): 
1. Prase 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 as (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑠𝑠𝑖𝑖). 
2. Compute 𝑐𝑐𝑚𝑚𝑖𝑖

′ ≔ COMM(𝑠𝑠𝑖𝑖,𝑤𝑤𝑖𝑖). 
3. Assert 𝑐𝑐𝑚𝑚𝑖𝑖

′ = 𝑐𝑐𝑚𝑚𝑖𝑖. 
4. Assert (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑐𝑐𝑚𝑚𝑖𝑖) ∉ ℂ𝕠𝕠𝕠𝕠. 
5. Assert 𝕃𝕃[𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖] = 𝑤𝑤𝑖𝑖 . 
6. Set 𝕃𝕃[𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖] = 0. 
7. Append (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖,𝑐𝑐𝑚𝑚𝑖𝑖) to ℂ𝕠𝕠𝕠𝕠. 
8. Return 𝑏𝑏. //if all success, 𝑏𝑏 = 1 else 0. 
 
𝐕𝐕𝐕𝐕.𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐬𝐬𝐬𝐬 
INPUTS: 
- Verification key 𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃 
- A transaction 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 
- The ledger 𝕃𝕃 
OUTPUTS: bit 𝑏𝑏 (1-accept, 0-reject) 
1. Prase 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 as (𝜋𝜋𝑖𝑖,𝐬𝐬𝒊𝒊), where 𝐬𝐬𝒊𝒊 ≔ (𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 , 𝑠𝑠𝑛𝑛𝑖𝑖). 
2. Assert ΠSNARK . Verify(𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃 ,𝐬𝐬𝒊𝒊,𝜋𝜋𝑖𝑖). 
3. Assert 𝑠𝑠𝑛𝑛𝑖𝑖 ∉ 𝕊𝕊ℕ. 
4. Add 𝑠𝑠𝑛𝑛𝑖𝑖 to 𝕊𝕊ℕ. 
5. Update ℂ𝕋𝕋 by aggregating the received 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 . 
6. Return 𝑏𝑏. //if all success, 𝑏𝑏 = 1 else 0. 

Voter 
𝐕𝐕𝐕𝐕.𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝕧𝕧  
INPUTS: 
- Public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 
- The voter 𝕧𝕧𝑖𝑖’s weight 𝑤𝑤𝑖𝑖 
- The voter 𝕧𝕧𝑖𝑖’s wallet address 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 
OUTPUTS: transaction 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐  
1. Randomly sample a randomness 𝑠𝑠𝑖𝑖. 
2. Compute 𝑐𝑐𝑚𝑚𝑖𝑖 ≔ COMM(𝑠𝑠𝑖𝑖,𝑤𝑤𝑖𝑖). 
3. Store (𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑠𝑠𝑖𝑖,𝑤𝑤𝑖𝑖) in the wallet. 
4. Send 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 ≔ (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑤𝑤𝑖𝑖,𝑠𝑠𝑖𝑖) to 𝒮𝒮𝒞𝒞. 
 
𝐕𝐕𝐕𝐕.𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝕧𝕧  
INPUTS: 
- Public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 
- Proving key 𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 
- Set of Candidates’ public keys �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ]

 

- Voter 𝕧𝕧𝑖𝑖’s weight 𝑤𝑤𝑖𝑖 and 𝑐𝑐𝑚𝑚𝑖𝑖 
- Voter 𝕧𝕧𝑖𝑖’s seed key 𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖 
- Ballot vector 𝑣𝑣𝑖𝑖 
- Authentication path 𝜌𝜌𝑖𝑖 and 𝕄𝕄𝕋𝕋. rt, 𝕄𝕄𝕋𝕋. depth 
- Compiled program 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) 
OUTPUTS: transaction 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 
1. Perform 𝐏𝐏𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) to obtain statement 𝐬𝐬𝑖𝑖 and witness 𝐚𝐚𝑖𝑖. 
2. Remove (𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑠𝑠𝑖𝑖,𝑤𝑤𝑖𝑖) from the wallet. 
3. Compute 𝜋𝜋𝑖𝑖 ≔ ΠSNARK . Prove(𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 ,𝐬𝐬𝑖𝑖,𝐚𝐚𝑖𝑖) 
4. Send 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 ≔ (𝜋𝜋𝑖𝑖 ,𝐬𝐬𝑖𝑖) to 𝒮𝒮𝒞𝒞. 

Figure 4: The commitment and voting phase 
Tally phase. Any participant can run the SV. Tally algorithm to 
compute the tally results �𝑡𝑡𝑗𝑗 =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >�𝑗𝑗∈[ℂ]. For fairness, ℰ𝒜𝒜 
can call the contract 𝒮𝒮𝒞𝒞 to execute the SV. Tally(⋅) algorithm and 
publish the results on the blockchain. Notes that if we employ the 
instantiation implemented in Appendix A.3 as the encryption 
scheme, then the contract 𝒮𝒮𝒞𝒞 can call the off-chain computing 
power by Oracle[47] to compute the discrete logarithms �𝑡𝑡𝑗𝑗′�𝑗𝑗∈[ℂ]

 
of �𝑔𝑔𝑡𝑡𝑗𝑗=<𝑠𝑠�⃗ 𝑗𝑗,𝑜𝑜��⃗ >�𝑗𝑗∈[ℂ] and check if �𝑔𝑔𝑡𝑡𝑗𝑗

′
= 𝑔𝑔𝑡𝑡𝑗𝑗=<𝑠𝑠�⃗ 𝑗𝑗,𝑜𝑜��⃗ >�

𝑗𝑗∈[ℂ]
 holds. 

Correctness. The correctness of the VeriVoting straightforwardly 
relies on the correctness of SemiVoting, the completeness of 
zkSNARKs, and the binding of the commitment scheme. 

3.5 Security Analysis 
Anonymity. Unlike anonymous payment systems[19,20], our 
scheme is not a cash transfer system, which means no malicious 
recipient can provide additional information, e.g., token value, to 
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an adversary 𝒜𝒜. With the benefit of the zero-knowledge feature 
of zkSNARKs, in the voting phase, an adversary 𝒜𝒜 learns only the 
output 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 ≔ (𝜋𝜋𝑖𝑖 , 𝐬𝐬𝑖𝑖 ≔ (𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ,𝕄𝕄𝕋𝕋. 𝑟𝑟𝑡𝑡, 𝑠𝑠𝑛𝑛𝑖𝑖)) which does not leak 
any information about the voter’s identity, such that in the worst 
case, all candidates collude to decrypt the ballot ciphertext 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 in 
order to recover 𝑣𝑣𝑖𝑖, they cannot identify the voter who cast the 
revealed ballot 𝑣𝑣𝑖𝑖. 
Ballot Verifiability. With the soundness of zkSNARKs, no poly-
nomial time adversary can prove that a false statement 𝑠𝑠′ ∉ ℒ𝑠𝑠, 
∃ 𝑤𝑤𝑖𝑖𝑡𝑡𝑛𝑛𝑒𝑒𝑠𝑠𝑠𝑠 𝑎𝑎′ , s.t. (𝑠𝑠′,𝑎𝑎′) ∈ ℛℒ𝑠𝑠 . Thus, ballot verifiability is en-
sured once the contract has verified the correctness of the trans-
action 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟. 

To formally represent the security of VeriVoting, we first give 
the formal security definition of VeriVoting, then prove the cor-
responding theorem in Appendix B.1. 

Definition 4. Let ℱVV be the functionality as defined below. We 
say that the construction in Section 3.4 securely computes ℱVV in 
the presence of the static adversaries if for every PPT adversary 
𝒜𝒜 for the real world, there exists a PPT simulator 𝒮𝒮 for the ideal 
world, such that: 
IDEAL𝒮𝒮(𝑧𝑧)

ℱVV �{𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝐶𝐶], �𝕔𝕔𝑗𝑗:⊥�𝑗𝑗∈[ℂ],𝒮𝒮𝒞𝒞:⊥)� ≈
𝑐𝑐

 

REAL𝒜𝒜(𝑧𝑧)
ΠVV ({𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗:⊥�𝑗𝑗∈[ℂ],𝒮𝒮𝒞𝒞:⊥) 

Since VeriVoting is the extension of SemiVoting construction, the 
functionality ℱVV is similar to ℱSV, except that the input/output 
of voters: ℱVV: {𝑣𝑣𝑖𝑖,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖}𝑖𝑖∈[𝕍𝕍] ×⊥×⊥→ {𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐, 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟}𝑖𝑖∈[𝕍𝕍] ×
{𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘}𝑗𝑗∈[ℂ] × �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]. Similar to Definition 2, to define the secu-

rity, we first formalize the ideal and real worlds below. 
Real world. Our construction ΠVV is conducted among the 𝒮𝒮𝒞𝒞 and 
parties in 𝕍𝕍,ℂ and the static adversary 𝒜𝒜 who controls a subset 
of parties. At the beginning of the construction ΠVV, each voter 
𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 first receive his/her input (𝑣𝑣𝑖𝑖,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖) then receive ran-
dom coins 𝑟𝑟𝑖𝑖  and an auxiliary input 𝑧𝑧. At the end of the execution, 
the honest party outputs whatever is prescribed by the scheme 
ΠSV and the adversary 𝒜𝒜 outputs its view. The output of the real-
world execution of the protocol ΠSV among these parties in the 
presence of the adversary 𝒜𝒜 is defined as 

REAL𝒜𝒜(𝑧𝑧)
ΠVV ({𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗:⊥�𝑗𝑗∈[ℂ]𝒮𝒮𝒞𝒞:⊥). 

Ideal world. The ideal world is executed among the 𝒮𝒮𝒞𝒞 and parties 
in 𝕍𝕍,ℂ and a simulator 𝒮𝒮 who is allowed to corrupt the contract 
𝒮𝒮𝒞𝒞 and some subset of voters or candidates. At the beginning of 
the ideal world, each party receives the same input as the corre-
sponding party in the real world. The honest party always for-
wards its input to the TTP. The corrupted party may abort or send 
arbitrary input. The TTP returns the result 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 or 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 to the 
voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍 or 𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘 to the candidate 𝕔𝕔𝑖𝑖 ∈ ℂ. If the TTP receives 
an abort message as input, it sends the abort message to the 
voter/candidate. The output of the parties in the ideal world in the 
presence of the simulator 𝒮𝒮 is defined as  

IDEAL𝒮𝒮(𝑧𝑧)
ℱVV ({𝕧𝕧𝑖𝑖:𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑠𝑠𝑘𝑘𝑖𝑖}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗:⊥�𝑗𝑗∈[ℂ],𝒮𝒮𝒞𝒞:⊥). 

Then, we have the below theorem. 
Theorem 2. Suppose that the hash function in the Merkle tree is 
collision-resistant, the commitment scheme is perfectly binding 
and computationally hiding, the zkSNARK scheme is computa-
tionally zero-knowledge and simulation sound extractable, the 

PRF scheme is secure, and SemiVoting is (𝛿𝛿𝑐𝑐 ,𝛿𝛿𝑠𝑠)-bounded secure, 
then our scheme is secure as defined in Definition 4. 

4 PERFORMANCE ANALYSIS ON VERIVOTING 
In this section, we first analyze the computation complexity of al-
gorithms in four phases, including the commitment, voting, DK 
generation, and tally phases. Then we separately evaluate the 
computation cost of these algorithms on Remix IDE[25] and local 
computer with ZoKrates toolbox[26] by instantiating VeriVoting. 

4.1 Analysis of Computation Complexity 
Table 3  summarizes the computational complexity of algorithms 
running in different phases from a theoretical perspective and 
mainly focuses on the influence of the number of voters and can-
didates and the depth of the Merkle tree on algorithm complexity. 

Table 3: Computational complexity of algorithms in VeriVoting 
Phase Entity Algorithm Complexity 

Comm. 
Voter 𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝕧𝕧 𝑂𝑂(1) 

Contract 𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐬𝐬𝐬𝐬 𝑂𝑂(1) 

Voting 
Voter 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝕧𝕧 𝑂𝑂(|ℂ| +𝕄𝕄𝕋𝕋. depth) 

Contract 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐬𝐬𝐬𝐬 𝑂𝑂(|ℂ| +𝕄𝕄𝕋𝕋. depth) 

DK Gen. 
Candidate 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐊𝐊𝐞𝐞𝐊𝐊 𝑂𝑂(|ℂ|) 
Contract 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐀𝐀𝐀𝐀𝐀𝐀 𝑂𝑂(|ℂ|) 

Tally Contract 𝐓𝐓𝐚𝐚𝐓𝐓𝐓𝐓𝐊𝐊 𝑂𝑂(|ℂ|) 

In the commitment phase, the voter straightforwardly commits 
her token regardless of the number of voters and candidates, i.e., 
the complexity of 𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝕧𝕧  is trivially 𝑂𝑂(1) . Accordingly, the 
complexity of the verification algorithm 𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐬𝐬𝐬𝐬 on the con-
tract side is 𝑂𝑂(1) as well. 

In the voting phase, to guarantee ballot verifiability, the voter 
needs to make proof on Statements 1~5 in zero-knowledge. Obvi-
ously, in Statements 4 and 5, the depth of the Merkle tree and the 
number of candidates conduct the size of inputs of the function 
𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞. This implies that not only the complexity of the voting al-
gorithm 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝕧𝕧, but also the size of 𝑐𝑐𝑟𝑟𝑠𝑠 depends on the depth of 
the Merkle tree 𝕄𝕄𝕋𝕋. depth and the number of candidates |ℂ|. As 
a result, the complexity of the verification algorithm 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐬𝐬𝐬𝐬 tak-
ing 𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃 as input is 𝑂𝑂(|ℂ| + 𝕄𝕄𝕋𝕋. depth) as well. 

In the DK generation phase, taking the aggregated ciphertexts 
set ℂ𝕋𝕋.ℂ0 as input, the candidate 𝕔𝕔𝑗𝑗  generates partial decryption 
keys for each ciphertext in ℂ𝕋𝕋.ℂ0 and performs ΠNIZK. Proof al-
gorithm in 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐊𝐊𝐞𝐞𝐊𝐊. As the size of ℂ𝕋𝕋.ℂ0 is |ℂ|, the complexity 
of 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐊𝐊𝐞𝐞𝐊𝐊 algorithm is 𝑂𝑂(|ℂ|). Accordingly, taking the partial 
decryption key (𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗) from candidate 𝕔𝕔𝑗𝑗  as input, the contract 
needs to verify-then-aggregate 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗  ��𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗� = |ℂ|� into 𝔻𝔻𝔻𝔻 , the 
complexity of 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐀𝐀𝐀𝐀𝐀𝐀 algorithm is 𝑂𝑂(|ℂ|) as well. 

In the tally phase, since the tally process is indeed the decryp-
tion operation on ℂ𝕋𝕋 , the complexity of 𝐓𝐓𝐚𝐚𝐓𝐓𝐓𝐓𝐊𝐊  algorithm is 
𝑂𝑂(|ℂ|) as the size of ℂ𝕋𝕋 is |ℂ|. 

Based on the above analysis, we conclude that the computa-
tional complexity of our scheme depends on the number of candi-
dates and the depth of the Merkle tree, rather than the number of 
voters. Thus, we call our scheme moderately succinct, as the num-
ber of voters is always greater than that of candidates in most 
weighted voting schemes.
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Figure 5: The number of constraints 
for 𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) 

Table 4: Measurements for the commitment and voting phases 
 

|ℂ| 

Voter Smart Contract 

𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝕧𝕧 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝕧𝕧 𝐂𝐂𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐨𝐬𝐬𝐬𝐬 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐬𝐬𝐬𝐬 

Time(ms) 
Con-

straints 
(Num.) 

𝑐𝑐𝑟𝑟𝑠𝑠𝑃𝑃𝑃𝑃 
(MB) 

Time(s) Gas 𝑐𝑐𝑟𝑟𝑠𝑠𝑆𝑆𝑃𝑃 
(KB) 

Gas 

3 

0.686 

364644 144.3 11.69 

57160 

27.2 1,254K 

5 401476 160.9 15.05 44.2 1,362K 

10 493556 197.9 18.96 86.7 1,630K  

Figure 6: Comp./Gas cost of 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝕧𝕧 
and 𝐕𝐕𝐨𝐨𝐨𝐨𝐞𝐞𝐬𝐬𝐬𝐬 

   
Figure 7: The number of constraints by two 

factors 
Figure 8: Comp./Gas cost of 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐊𝐊𝐞𝐞𝐊𝐊 and 

𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐀𝐀𝐀𝐀𝐀𝐀 
Figure 9: Gas cost of 𝐓𝐓𝐚𝐚𝐓𝐓𝐓𝐓𝐊𝐊 

4.2 Performance Evaluation 
In this section, we implement an instance of VeriVoting to evalu-
ate the performance. The instantiation for SemiVoting has already 
been shown in Appendix A.3. The Commit, Merkle tree and PRF 
algorithms are implemented by SHA-256[48]. The zkSNARK sys-
tem we chose is Groth16[32] with 128-bit security.  

With the help of Remix IDE as the test platform for the contract 
and precompiled contracts for elliptic-curve operations[49] in 
Ethereum, we make some emulation tests1 for our instantiation. 
The terminal configuration at the voter and candidate side is: Intel 
i7 7700HQ CPU, 8GB memory, Ubuntu OS with Zokrates toolbox. 

We first present measurements for the commitment and voting 
phases in Table 4, in which we use ‘Gas’ to denote the contract 
cost (The gas cost includes the basic cost for sending a transaction, 
the storage cost, and the computational cost.). Due to the com-
plexity of the voting phase is 𝑂𝑂(|ℂ| + 𝕄𝕄𝕋𝕋. depth) , we let the 
depth of the Merkle tree be a bounded value, i.e., 𝕄𝕄𝕋𝕋. depth = 8, 
and apply different numbers of candidates, i.e., |ℂ| ∈ {3,5,10} to 
evaluate the performance of each algorithm. In Table 4, The num-
ber of R1CS constraints is determined by the prescribed voting 
function 𝐅𝐅𝐯𝐯𝐨𝐨𝐨𝐨𝐞𝐞(⋅) where the proportion is accounted for by the en-
cryption operation ℰ. Encrypt rises as the number of candidates 
increases, as shown in Figure 5. For the same reason, the size of 
𝑐𝑐𝑟𝑟𝑠𝑠, as well as time and gas costs of the voter and contract, grow 
linearly with the number of candidates, as shown in Figure 6. Fur-
thermore, we take the Merkle tree's depth and the number of 

 
1 More details on Github: https://github.com/PropersonCyber/VeriVoting 

candidates as factors for emulating the number-changing trend of 
R1CS constraints. The emulation results are shown in Figure 7, 
where we set the depth of the Merkle tree varying from 4 to 12. 

Table 5: Measurements for the DK generation phase 

|ℂ| 

Candidate Smart Contract 

𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐊𝐊𝐞𝐞𝐊𝐊 𝐃𝐃𝐊𝐊𝐞𝐞𝐊𝐊𝐀𝐀𝐀𝐀𝐀𝐀 
Π. Prove 
Time(ms) 

DK Gen 
Time(ms) 

Π. Verify 
(Gas) 

DK Agg 
(Gas) 

3 53 20 173847 115862 
5 75 33 259114 169689 

10 123 67 503174 304263 
Next, we present measurements2 for the decryption-key gener-

ation phase in Table 5, where we make independent statistics of 
the measurement results of the two algorithms, Π. Prove  and 
Π. Verify, in the NIZK argument system Π to make explicit the 
computational cost accounted for by the argument system. The 
complete measurement results are drawn in Figure 8. 

Finally, we present measurements for the tally phase in Figure 
9. In this phase, we only evaluate the gas consumption of 
ℰ. Decrypt operation on different numbers of candidates, and do 
not count the statistics of computing the discrete logarithms. 

5 A DISTRIBUTED VOTING FRAMEWORK FOR THE 
LARGE-SCALE ELECTION 

A potential performance bottleneck we do not discuss in Section 
4 is that the execution of smart contract transactions cannot be 

2 We use the BabyJubJub[127] curve to impletement DK generatioin and verification. 
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parallelized because Ethereum virtual machine (EVM) is a single-
threaded state machine[50]. As a result, a single contract could 
not afford the requirement to execute a mass of transactions in a 
large-scale election. Although smart contracts functions can be 
migrated to the chaincode in Hyperledger Fabric[51] to consider-
ably improve the performance[1,52,53] of executing transactions 
in VeriVoting, it is possible that a single party or organization may 
have the ability to control the consortium or private blockchain. 
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Figure 10: Overview of the distributed voting framework 

By LCH, LEH, and LKH properties of our construction for Sem-
iVoting, we can take a distributed approach to solve the challenge 
of being unable to execute in parallel. Figure 10 illustrates the 
overview of the distributed VeriVoting framework. We assume 
that the initialization phase is already done, i.e., all public param-
eters, a list of candidates, and smart contracts are published and 
deployed on the blockchain. In Figure 10, we divide the whole 
constituency into constituencies by some strategy(e.g., based on 
the voter’s wallet address) in the registration phase, i.e., 
𝐬𝐬𝐨𝐨𝐊𝐊

div
�� {con𝑘𝑘}𝑘𝑘∈[𝑁𝑁], where 𝑁𝑁 is the number of constituencies. In 

addition, we introduce a new entity below: 
• Registration authority(ℛ𝒜𝒜), located in each constituency, is 

responsible for accepting registration requests from voters instead 
of ℰ𝒜𝒜 in the registration phase. The topology of ℰ𝒜𝒜 and ℛ𝒜𝒜 is 
similar to that of CA and RA in PKI. The difference is that CA 
issues digital certificates to users, whereas ℰ𝒜𝒜  issues token to 
valid voters. 

Next, we split the original functionality of contract 𝒮𝒮𝒞𝒞 into the 
following two parts: 

• Smart contract 𝒮𝒮𝒞𝒞𝑘𝑘 . In the commitment and voting phase, It 
is responsible for interacting with voters to verify the validity of 
commitments and ballots submitted by voters located in the con-
stituency con𝑘𝑘. By the factory pattern in Solidity, ℰ𝒜𝒜 can create 
an instance of the same contract for each constituency. 

• Smart contract 𝒮𝒮𝒞𝒞agg. It is responsible for aggregating all ag-
gregated ciphertext set {ℂ𝕋𝕋𝑘𝑘}𝑘𝑘∈[𝑁𝑁] from constituencies and inter-
acting with each candidate to generate decryption keys in the DK 
generation phase. 

In Figure 10, the registration, commitment, and voting phases 
run as usual in each constituency. In the DK generation phase, 
𝒮𝒮𝒞𝒞agg calls the external contracts {𝒮𝒮𝒞𝒞𝑘𝑘}𝑘𝑘∈𝑁𝑁 to obtain each con-
stituency’s aggregated secret ballot set ℂ𝕋𝕋𝑘𝑘, then aggregates all 
the set {ℂ𝕋𝕋𝑘𝑘}𝑘𝑘∈𝑁𝑁  into one set  ℂ𝕋𝕋 = (ℂ0 = ∏ ℂ𝕋𝕋𝑘𝑘 .ℂ0𝑁𝑁

𝑘𝑘=1 ,ℂ1 =
Π𝑘𝑘=1𝑁𝑁 ℂ𝕋𝕋𝑘𝑘 .ℂ1) ∈ 𝒞𝒞|ℂ| . After that, all candidates execute 
SV. DKeyGen algorithm with 𝒮𝒮𝒞𝒞agg to output the decryption key 
set 𝔻𝔻𝔻𝔻. Finally, taking ℂ𝕋𝕋 and 𝔻𝔻𝔻𝔻 as input, the SV. Tally algo-
rithm outputs election results.  

6 DISCUSSION 
At the beginning of the paper’s introduction, we stressed that an 
e-voting scheme should meet decentralization, verifiability, and 
privacy-preserving properties, each of which is conducted by sev-
eral practical performance or security and privacy requirements. 
In this section, we recall and show how VeriVoting achieves these 
required properties. 
Decentralization. In decentralized e-voting systems, the two most 
essential requirements are performance and verifiability of the 
output of each entity in the scheme. The former requirement de-
termines whether the voting scheme is suitable for large-scale 
elections and whether it supports voters dynamically joining the 
vote; the latter requirement determines the credibility of the elec-
tion results.  

In response to the performance requirement, the computational 
complexity of the main algorithms of the scheme, i.e., Commit and 
Vote algorithms, is related to the number of candidates. Although 
the number of executions is related to the number of voters for 
the contract in the commitment and voting phases, the perfor-
mance can be optimized by a distributed method due to the ci-
phertext aggregatable feature of SemiVoting, as in Section 5. On 
the other hand, VeriVoting supports dynamic join, as none of the 
public parameters are generated by voters, such that voters can 
still join the election by the registration algorithm before the 
deadline of the voting phase. However, most other voting schemes 
[115]-[118] do not support the dynamic joining of voters, due to 
the system parameters need to be generated jointly by a fixed 
number of voters. In response to the need for verifiability, we next 
discuss verifiability. 
Verifiability. With the decryption-key and ballot verifiability, the 
output of each voter and candidate can be publicly verified in the 
contract. With the append-only and transparency of the contract 
(i.e., the state variables and entire process of actions taken in a 
smart contract are publicly visible), voters are able to trivially ver-
ify that their ballots were actually counted by checking the change 
before and after the update of state variables. Moreover, with the 
self-tallying property[54], every observer, including voters, can-
didates, and election officials, is able to verify whether the final 
election outcome indeed corresponds to the votes submitted by 
the voters. 
Privacy-Preserving. In the VeriVoting scheme, we decouple pri-
vacy-preserving on voter identity and ballot content to achieve 
bidirectional unlinkability. It is a stronger privacy-preserving no-
tion that if either ballot privacy is broken or anonymity is broken, 
not both, the adversary cannot determine by whom the revealed 
ballot is cast or which candidates the revealed voter cast her ballot 
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for. Our approach to decoupling is that ballot privacy is guaran-
teed by encryption schemes where the encryption key is gener-
ated by all candidates, and anonymity is ensured by zkSNARKs 
where the 𝑐𝑐𝑟𝑟𝑠𝑠 is created by different entities, such as SGX[46]. 

Rather than the above necessary properties, VeriVoting cap-
tures eligibility, transparency, fairness, recipient-freeness[125], 
duplicate voting detection, and dispute-freeness, which we dis-
cussed in Appendix B.2. 

7 RELATED WORK 
In this section, we compare and discuss VeriVoting with related 
electronic voting schemes designed to be decentralized, verifiable, 
and privacy-preserving, respectively. This is then followed by a 
qualitative summary in Table 6. 
Decentralization. Decentralized voting systems have gradually 
drawn the attention of researchers over the last few years. 
McCorry et al.[114] proposed the first implementation of a decen-
tralized and self-tallying voting scheme, which utilizes smart con-
tracts to manage the entire voting process, and a two-round pro-
tocol (called Open Vote Network, OVN)[5] to make the scheme 
self-tallying. Hereafter, OVN with blockchain technology was 
used in several decentralized voting schemes[56-59] and [114]-
[120]. However, a limitation of OVN is that the number of voters 
needs to be fixed before voting, which means these schemes do 
not support the dynamic join for voters. Also, the computational 
cost of this voting algorithm is related to the number of voters.  

There are several decentralized voting schemes[61-65] with the 
linkable ring signatures technology [2,60]. In these schemes, to 
detect two signatures generated by the same voter, the verifier 
must execute the Link algorithm to check if each received signa-
ture is linked to an already stored signature, bringing an expen-
sive computational cost to the verifier. New voters cannot dynam-
ically participate in the vote after a fixed number of voters initial-
ize the ring signature public keys. To avoid the problem of being 
unable to count votes due to the absence of voters, several 
schemes[66-70] use secret sharing technology [3, 71] to overcome 
the challenge. A drawback of these schemes is that if the authority 
responsible for distributing secret values is dishonest, the confi-
dentiality of ballots will disappear.  
Verifiability. As remarked in [72], if both the ciphertext and de-
cryption key are verifiable, so does the corresponding decryption 
result. VeriVoting follows this rule to achieve verifiability of the 
tally result. Another widely used way to achieve this point is 
based on the verifiability of the ciphertext and decryption result, 
such as [73-79], and these schemes feature individual, universal 
[80,81] or E2E[82] verifiability. However, since they rely on one 

or more trustees (or called tellers/talliers) to tally the outcome of 
elections, an assumption is that at least one trustee must be honest; 
otherwise, the verifiability and privacy do not hold. Nevertheless, 
in our scheme, we leverage the fact that there is a competitive re-
lationship between candidates to guarantee that at least one can-
didate will not collude with other candidates, so our assumption 
is weaker than that of the other schemes. 

On the one hand, in the tally phase of these schemes, at least 
two statements should be proved: one is the correctness of the de-
cryption for each ballot ciphertext, and the other is the complete-
ness of the tally. On the other hand, the computational cost of the 
tally algorithm is related to the number of voters. These two fac-
tors will make large-scale impractical. 
Privacy-preserving. In e-voting, privacy-preserving consists of 
ballot privacy(BP) and anonymity(Anon.), or at least one of 
two[83]. To keep ballot privacy, technologies like homomorphic 
encryption[84], threshold decryption [85], secret sharing, and 
mix-net[86] are employed [87-94]. To provide voters anonymity, 
there are schemes [95-100] adopting pseudonyms, blind signa-
tures[101], group signatures [102], ring signatures, and NIZKs. 
Also, some schemes consider two properties together to achieve 
bidirectional unlinkability(BU) [95,103-105]. However, in these 
schemes, the public parameters, including encryption keys and 
common reference string, etc, are generated together by trustees 
or ℰ𝒜𝒜, this implies that ballot privacy and anonymity can be com-
promised together if a collusion attack occurs. Instead, our scheme 
decouples ballot privacy and anonymity by generating public pa-
rameters separately from different parties. 

For simplicity, we compared the above properties with previous 
works, as shown in Table 6. 

8 CONCLUSION 
In this paper, we highlight three essential properties that modern 
e-voting should have and propose the first weighted voting 
scheme that sufficiently meets the claimed properties of decen-
tralization, verifiability, and privacy-preserving. Compared to 
previous works, our design offers a novel, practically relevant 
trade-off between security and performance for large-scale elec-
tions. With the computation verifiability feature of zkSNARKs, 
VeriVoting supports complex ballot formats, along with complex 
well-formedness conditions. Furthermore, VeriVoting, as a gen-
eral e-voting framework, is compatible with other linear homo-
morphic encryption and NIZKs technologies. With the develop-
ment of these technologies our scheme relies on, VeriVoting will 
arrive at a new balance point between security and performance. 

Table 6: Comparison of different voting schemes 

Schemes Decentralization 
Verifiability Privacy-preserving Cost of Tally 

alg. 
Dynamic Join 

Ballot DK Decryption BP Anon. BU 
[117]    N/A    𝑂𝑂(|𝕍𝕍|)  
[115]    N/A    𝑂𝑂(|𝕍𝕍|)  
[77]   N/A     𝑂𝑂(|𝕍𝕍|)  
[73]   N/A     𝑂𝑂(|𝕍𝕍|)  
[103]   N/A     𝑂𝑂(|𝕍𝕍|)  
[106]    N/A    𝑂𝑂(|ℂ|)  

VeriVoting    N/A    𝑂𝑂(|ℂ|)  
 denotes satisfaction;  denotes dissatisfaction; N/A denotes no need.
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APPENDIX A 

A.1 CORRECTNESS 
Correctness. By the LEH, LCH, and LKH properties, the correct-
ness of our construction is straightforward. 
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A.2 INSTANTIATION 
A.2.1 Building blocks  
Fiat-Shamir based Non-Interactive Zero-Knowledge Argument of 
Knowledge (FS-NIZK[107,108]). To efficiently prove the equality 
of discrete logarithms of decryption keys and public key gener-
ated by the same candidate, we use the FS-NIZK argument sys-
tems to achieve this. The FS-NIZK argument systems meet simu-
lation soundness and simulation extraction in the random oracle 
model[31,109]. Moreover, the FS-NIZK argument systems are al-
ways more efficient than other argument/proof systems under the 
common reference string model. 
BC-IND-Secure Encryption. As discussed in Section 2.3, we ex-
plain the security against bounded-collusion in our scheme, which 
is different from traditional bounded-collusion in IBE. Tessaro et 
al[110] presented an efficient scheme satisfying the bounded-col-
lusion based on the ElGamal encryption scheme [111,112]. We 
take the modified ElGamal scheme as our BC-IND-secure encryp-
tion scheme in our instantiation. 
A.2.2 Instantiation 
• Setup�1λ�: Taking as input a security parameter 𝝀𝝀, and gene-
rates public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠: = (𝔾𝔾,𝑝𝑝,𝑔𝑔, ℎ, Hash) , where 𝔾𝔾 is a 
cyclic group of prime order 𝑝𝑝 , 𝑔𝑔  is a generator of 𝔾𝔾 , ℎ ←𝑅𝑅 𝔾𝔾 , 
Hash is a hash function that Hash: {0,1}∗ → ℤ𝒑𝒑, which plays the 
random oracle in Fiat-Shamir based NIZK argument system 
ΠFS−NIZK. 

• KeyGen(𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠):  Taking as input the public parameters 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , 
each candidate 𝕔𝕔𝑗𝑗 ∈ ℂ generates a secret key 𝑠𝑠𝑘𝑘𝑗𝑗 ←𝑅𝑅 ℤ𝑝𝑝 as well as 

public key �𝑝𝑝𝑘𝑘𝑗𝑗 ← 𝑔𝑔𝑠𝑠𝑘𝑘𝑗𝑗� ∈ 𝔾𝔾. 

• Vote �𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ],𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖�: Each voter 𝕧𝕧𝑖𝑖  takes the following 

steps to encrypt its 𝑣𝑣𝑖𝑖: 
(1).Compute the aggregated encryption key 𝑒𝑒𝑘𝑘 ≔ ∏ 𝑝𝑝𝑘𝑘𝑗𝑗 =[ℂ]

𝑗𝑗

𝑔𝑔∑ 𝑠𝑠𝑘𝑘𝑗𝑗
[ℂ]
𝑗𝑗 ∈ 𝔾𝔾; (This step can be precomputed) 
(2).For each 𝑗𝑗 ∈ [ℂ], compute ciphertexts ��𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 ← 𝑔𝑔𝑟𝑟𝑖𝑖,𝑗𝑗 , 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 ←

𝑒𝑒𝑘𝑘𝑟𝑟𝑖𝑖,𝑗𝑗 ⋅ 𝑔𝑔𝑠𝑠𝑖𝑖,𝑗𝑗⋅𝑜𝑜𝑖𝑖��𝑗𝑗∈[ℂ], where 𝑟𝑟𝑖𝑖,𝑗𝑗 ←𝑅𝑅 ℤ𝑝𝑝; 

(3).Output 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ≔ �(𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 , 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 )�
𝑗𝑗∈[ℂ]

. 

■ VoteAgg�ℂ𝕋𝕋′, 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�: Upon receiving the ballot ciphertexts 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 
from a voter 𝕧𝕧𝑖𝑖 , the aggregator 𝕒𝕒 updates its state variable set 
ℂ𝕋𝕋 = ��ℂ𝕋𝕋.𝐶𝐶𝐶𝐶𝑗𝑗0 = ℂ𝕋𝕋′.𝐶𝐶𝐶𝐶𝑗𝑗0 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗0 ,ℂ𝕋𝕋.𝐶𝐶𝐶𝐶𝑗𝑗1 = ℂ𝕋𝕋′.𝐶𝐶𝐶𝐶𝑗𝑗1 ⋅ 𝑐𝑐𝑡𝑡𝑖𝑖,𝑗𝑗1 ��𝑗𝑗∈[ℂ]

. 

At the end of the voting phase, we have: 

ℂ𝕋𝕋 = �ℂ𝕋𝕋.ℂ0 = �𝐶𝐶𝐶𝐶𝑗𝑗0 = 𝑔𝑔∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 �

𝑗𝑗∈[ℂ]
,ℂ𝕋𝕋.ℂ1 = �𝐶𝐶𝐶𝐶𝑗𝑗1 =

𝑒𝑒𝑘𝑘∑ 𝑟𝑟𝑖𝑖 ,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 ⋅ 𝑔𝑔∑ 𝑠𝑠𝑖𝑖,𝑗𝑗⋅𝑜𝑜𝑖𝑖

[𝕍𝕍]
𝑖𝑖 �

𝑗𝑗∈[ℂ]
� ∈ (𝔾𝔾 × 𝔾𝔾)|ℂ|. 

•  DKeyGen�𝑠𝑠𝑘𝑘𝑗𝑗,ℂ𝕋𝕋.ℂ0�:  When the voting phase finished, each 

candidate 𝕔𝕔𝑗𝑗  generates the partial decryption keys 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 ≔

�𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′ = (𝐶𝐶𝐶𝐶𝑗𝑗′
0�

𝑠𝑠𝑘𝑘𝑗𝑗
}𝑗𝑗′∈[ℂ]  and corresponding NIZK argument of 

knowledge(AoK) to 𝕒𝕒: 

ΠFS−NIZK. Prove�𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 ,𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗, 𝑠𝑠𝑘𝑘𝑗𝑗� → 𝜋𝜋𝑗𝑗 ≔ 

AoK ��𝑠𝑠𝑘𝑘𝑗𝑗�: �log𝐶𝐶𝑇𝑇𝑗𝑗′0 𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′ = log𝑟𝑟 𝑝𝑝𝑘𝑘𝑗𝑗�
𝑗𝑗′∈[ℂ]

�  

■ DKeyAgg�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗,𝔻𝔻𝔻𝔻′,ℂ𝕋𝕋.ℂ0�: After receiving 𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗 from can-

didate 𝕔𝕔𝑗𝑗 ∈ ℂ, 𝕒𝕒 checks whether ΠFS−NIZK. Verify�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� = 1 If 

all positive, update the decryption key set 𝔻𝔻𝔻𝔻 = �𝐷𝐷𝐾𝐾𝑗𝑗′ =
𝔻𝔻𝔻𝔻′.𝐷𝐷𝐾𝐾𝑗𝑗′ ⋅ 𝑑𝑑𝑘𝑘𝑗𝑗�𝑗𝑗′∈[ℂ]

; else return ⊥. Finally, 

𝔻𝔻𝔻𝔻 = �𝐷𝐷𝐾𝐾𝑗𝑗 = �𝑔𝑔𝑠𝑠𝑘𝑘𝑗𝑗′⋅∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 = 𝑔𝑔∑ 𝑠𝑠𝑘𝑘𝑗𝑗′⋅∑ 𝑟𝑟𝑖𝑖 ,𝑗𝑗

[𝕍𝕍]
𝑖𝑖

[ℂ]
𝑗𝑗′

[ℂ]

𝑗𝑗′
�

𝑗𝑗∈[ℂ]

∈ 𝔾𝔾|ℂ| 

• Tally(𝔻𝔻𝔻𝔻,ℂ𝕋𝕋.ℂ1) → �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]:  Takes as input the decryption 

key set 𝔻𝔻𝔻𝔻 and the aggregated ballot ciphertext set ℂ𝕋𝕋.ℂ1, out-

puts final tallies �𝑡𝑡𝑗𝑗 = ℰ. Dec�𝐷𝐷𝐾𝐾𝑗𝑗 ,𝐶𝐶𝐶𝐶𝑗𝑗1� =< 𝑣𝑣𝑗𝑗,𝑤𝑤��⃗ >�
𝑗𝑗∈[ℂ]

∈ ℤ𝑝𝑝
|ℂ|. 

Correctness. The correctness is straightforward. 
𝑡𝑡𝑗𝑗 = ℰ. Dec�𝐷𝐷𝐾𝐾𝑗𝑗 ,𝐶𝐶𝐶𝐶𝑗𝑗1� 

= 𝐶𝐶𝐶𝐶𝑗𝑗1/𝐷𝐷𝐾𝐾𝑗𝑗

=
𝑒𝑒𝑘𝑘∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖

𝑔𝑔∑ 𝑠𝑠𝑘𝑘𝑗𝑗′⋅∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖

[ℂ]
𝑗𝑗′

⋅ 𝑔𝑔∑ 𝑠𝑠𝑖𝑖,𝑗𝑗⋅𝑜𝑜𝑖𝑖
[𝕍𝕍]
𝑖𝑖

=
�𝑔𝑔∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ]
𝑗𝑗′ �

∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖

𝑔𝑔∑ 𝑠𝑠𝑘𝑘𝑗𝑗′⋅∑ 𝑟𝑟𝑖𝑖 ,𝑗𝑗
[𝕍𝕍]
𝑖𝑖

[ℂ]
𝑗𝑗′

⋅ 𝑔𝑔∑ 𝑠𝑠𝑖𝑖,𝑗𝑗⋅𝑜𝑜𝑖𝑖
[𝕍𝕍]
𝑖𝑖

= 𝑔𝑔∑ 𝑠𝑠𝑖𝑖,𝑗𝑗⋅𝑜𝑜𝑖𝑖
[𝕍𝕍]
𝑖𝑖 = 𝑔𝑔<𝑠𝑠�⃗ 𝑗𝑗,𝑜𝑜��⃗ >
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A.3 PROOF OF THEOREM 1. 
Proof. We now show that under the assumption of computation-
ally simulation-knowledge-sound NIZKs, BC-IND-secure encryp-
tion schemes, then for every real-world adversary 𝒜𝒜 against our 
construction ΠSV  there exists an ideal-world simulator 𝒮𝒮  such 
that the view of the real-world and ideal-world adversaries are 
computationally indistinguishable. We will now describe the op-
eration of the ideal-world simulator 𝒮𝒮, which runs 𝒜𝒜 internally 
and interacts with the ideal functionality ℱSV. 

We begin by sketching the operation of the ideal-world simu-
lator 𝒮𝒮. 

There are three kinds of parties: aggregator, voter and candi-
date, where the aggregator is simulated by the simulator 𝒮𝒮, since 
all messages to the aggregator functionality are public, simulating 
the aggregator functionality is trivial. 

Malicious candidates and semi-honest voters are both cor-
rupted. Before simulating the view of candidates and voters, we 
introduce an approach to making the tally outcome consistent in 
both worlds. Instead of uncorrupted candidates, the simulator 𝒮𝒮 
generates elaborate decryption keys to achieve the consistency re-
quirement. Therefore, in the decryption key generation phase, the 
simulator 𝒮𝒮 does the following: 
1). By the simulation sound extractability of NIZK argument sys-
tems, extract secret keys �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐] of all corrupted candidates in 

ℂ𝑐𝑐. 
2). Decrypt all ciphertexts from voters in 𝕍𝕍 to compute the ideal 
world’s tally result �𝑡𝑡𝑗𝑗′�𝑗𝑗∈[ℂ]

 in advance. 

3). According to the tally result �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ] from the real world, gen-

erate elaborate decryption keys of uncorrupted candidates: By 
LCH, LEH and LKH properties, the encryption key is 𝑒𝑒𝑘𝑘 ≔
∏ 𝑝𝑝𝑘𝑘𝑗𝑗

[ℂ]
𝑗𝑗 = �∑ 𝑠𝑠𝑘𝑘𝑗𝑗

[ℂ𝑐𝑐]
𝑗𝑗 +∑ 𝑠𝑠𝑘𝑘𝑗𝑗

[ℂ\ℂ𝑐𝑐]
𝑗𝑗 �, where we denote some math-

ematical operation by ′[ ]′, such as modular exponentiation oper-
ation, �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ\ℂ𝑐𝑐]  is randomly chosen by the simulator 𝒮𝒮 . The 

candidate 𝕔𝕔𝑗𝑗 ’s aggregated ciphertext is ��∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ𝑐𝑐]
𝑗𝑗′ +

∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 + 𝑡𝑡𝑗𝑗′�  where 𝑡𝑡𝑗𝑗′ = ∑ 𝑣𝑣�𝑖𝑖,𝑗𝑗 ⋅ 𝑤𝑤�𝑖𝑖

[𝕍𝕍]
𝑖𝑖  is 𝕔𝕔𝑗𝑗 ’s tally 

result in the ideal world. Then the simulator 𝒮𝒮 defines a function: 

𝑓𝑓�𝑢𝑢𝑗𝑗� ≔ ��∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ𝑐𝑐]
𝑗𝑗′ + ∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅ 𝑡𝑡𝑗𝑗−1 − �∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅

∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ𝑐𝑐]
𝑗𝑗′ � + 𝑡𝑡𝑗𝑗′ ⋅ 𝑡𝑡𝑗𝑗−1� ⋅ 𝑢𝑢𝑗𝑗  and selects �𝑢𝑢𝑗𝑗�𝑗𝑗∈[ℂ\ℂ𝑐𝑐]  making 

∑ 𝑢𝑢𝑗𝑗
[ℂ\ℂ𝑐𝑐]
𝑗𝑗 ≡ 1 , generates partial decryption keys �𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′ ≔

�𝑓𝑓�𝑢𝑢𝑗𝑗′���𝑗𝑗′∈[ℂ\ℂ𝑐𝑐]
 for the candidate 𝕔𝕔𝑗𝑗 . In the tally phase, the cor-

rectness of decryption is as follows: (The other candidates’ partial 
decryption keys can be created in the same way.) 

𝐶𝐶𝐶𝐶𝑗𝑗1

𝐷𝐷𝐾𝐾𝑗𝑗
=
��∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 + 𝑡𝑡𝑗𝑗′�

�∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 ⋅ ∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ + ∑ 𝑓𝑓�𝑢𝑢𝑗𝑗′�

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ �

 

=
��∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 + 𝑡𝑡𝑗𝑗′�

�
∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅ ∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ + �∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅ 𝑡𝑡𝑗𝑗−1

− �∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 ⋅ ∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ � + 𝑡𝑡𝑗𝑗′ ⋅ 𝑡𝑡𝑗𝑗−1

�

 

=
��∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 + 𝑡𝑡𝑗𝑗′�

���∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ � ⋅ ∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅+𝑡𝑡𝑗𝑗′� ⋅ 𝑡𝑡𝑗𝑗−1�

= �𝑡𝑡𝑗𝑗� 

To illustrate the point, we take the instantiation in Appendix 
A.2 as an example. 

According to the instantiation, the aggregated ciphertext is 

𝑒𝑒𝑘𝑘∑ 𝑟𝑟𝑖𝑖 ,𝑗𝑗
[𝕍𝕍]
𝑖𝑖 ⋅ 𝑔𝑔∑ 𝑠𝑠�𝑖𝑖,𝑗𝑗⋅𝑜𝑜�𝑖𝑖

[𝕍𝕍]
𝑖𝑖 = 𝑔𝑔�∑ 𝑠𝑠𝑘𝑘𝑗𝑗

[ℂ𝑐𝑐]
𝑗𝑗 +∑ 𝑠𝑠𝑘𝑘𝑗𝑗

[ℂ\ℂ𝑐𝑐]
𝑗𝑗 �⋅∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 ⋅ 𝑔𝑔∑ 𝑠𝑠�𝑖𝑖,𝑗𝑗⋅𝑜𝑜�𝑖𝑖

[𝕍𝕍]
𝑖𝑖 =

𝑔𝑔�∑ 𝑠𝑠𝑘𝑘𝑗𝑗′
[ℂ𝑐𝑐]
𝑗𝑗′ +∑ 𝑠𝑠𝑘𝑘𝑗𝑗′

[ℂ\ℂ𝑐𝑐]
𝑗𝑗′ �⋅∑ 𝑟𝑟𝑖𝑖,𝑗𝑗

[𝕍𝕍]
𝑖𝑖 +𝑡𝑡𝑗𝑗

′
. Due to the simulator 𝒮𝒮 knows all 

the secret keys �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ], creating the decryption keys �𝑑𝑑𝑘𝑘𝑗𝑗,𝑗𝑗′ ≔

𝑔𝑔𝑓𝑓�𝑢𝑢𝑗𝑗′��
𝑗𝑗′∈[ℂ\ℂ𝑐𝑐]

 with 𝐶𝐶𝐶𝐶𝑗𝑗0 = 𝑔𝑔∑ 𝑟𝑟𝑖𝑖,𝑗𝑗
[𝕍𝕍]
𝑖𝑖  is trivial. The correctness of 

decryption is straightforward. 
Next, according to our construction, the view of each malicious 

candidate 𝕔𝕔𝑗𝑗 ∈ ℂ𝑐𝑐  ( |ℂ𝑐𝑐| ≤ 𝛿𝛿𝑐𝑐 ) and semi-honest voter 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍𝑐𝑐 
(|𝕍𝕍𝑐𝑐| ≤ 𝛿𝛿𝑠𝑠)in the real world is as follows:  

REAL𝒜𝒜𝕍𝕍,ℂ(𝑧𝑧)
ΠSV �{𝕧𝕧𝑖𝑖: (𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖)}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗: 𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ𝑐𝑐],𝕒𝕒:⊥�

≔ {{(𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖)}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ],𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍], �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�𝑗𝑗∈[ℂ], �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]} 
To simulate the view of the candidate and voter, the simula-

tor 𝒮𝒮𝕔𝕔 does the following: 
1) Run the SV. Setup(1𝜆𝜆) → 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠�  containing (𝑐𝑐𝑟𝑟𝑠𝑠� , 𝜏𝜏) ←
ΠNIZK. Setupsim(1𝜆𝜆), and initialize two sets ℂ𝕋𝕋�  and 𝔻𝔻𝔻𝔻� , and a 
list 𝐿𝐿𝑠𝑠 for storing secret ballots from 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍𝑐𝑐. 
Generate random public keys for uncorrupted candidates 

�𝑝𝑝𝑘𝑘�𝑗𝑗�𝑗𝑗∈[ℂ\ℂ𝑐𝑐] by random secret keys �𝑠𝑠𝑘𝑘�𝑗𝑗�𝑗𝑗∈[ℂ\ℂ𝑐𝑐]. 

2) On receiving 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 from the voter in 𝕍𝕍𝑐𝑐 , record them into 𝐿𝐿𝑠𝑠, 
then update ℂ𝕋𝕋� . 
3) Randomly select bogus ballot ciphertexts from ciphertext 

space 𝒞𝒞, output �𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]
 and update ℂ𝕋𝕋� . 

4) On receiving �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� from the candidate in ℂ𝑐𝑐, rewind and 

extract the knowledge of 𝑠𝑠𝑘𝑘𝑗𝑗 , then update 𝔻𝔻𝔻𝔻� . 

5) If the candidate is uncorrupted, generate 𝑑𝑑𝑘𝑘����⃗�𝑗𝑗 by the above-
described approach, run the zero-knowledge simulator to simu-

late a proof 𝜋𝜋�𝑗𝑗 ← ΠNIZK. Provesim(𝑐𝑐𝑟𝑟𝑠𝑠� ,𝜏𝜏,𝑑𝑑𝑘𝑘����⃗�𝑗𝑗), then update 𝔻𝔻𝔻𝔻� . 
6) The subsequent process is consistent with the construction. 
We now show that the simulator's view is indistinguishable 

from that of the adversary via a series of hybrids. In both views, 
the tally result part is identical. 
𝐇𝐇0: This is the real world. 
𝐇𝐇1: In this hybrid, we run the knowledge extractor when encoun-

tering the output of any corrupted candidates �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�, and abort 
if the knowledge extractor fails. By Lemma A.1 we show that if 

the proof extractor fails with negligible probability, then H0 ≈
c

H1. 

𝐇𝐇2: In this hybrid, we replace all proofs �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�𝑗𝑗∈[ℂ𝐻𝐻] by uncor-

rupted candidates with simulated proofs �𝑑𝑑𝑘𝑘����⃗�𝑗𝑗,𝜋𝜋�𝑗𝑗�𝑗𝑗∈[ℂ𝐻𝐻]
. By 

Lemma A.2, if the argument system is computational zero-

knowledge, then H1 ≈
c

H2. 
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𝐇𝐇3 : In this hybrid, we replace ciphertexts �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]  with 

�𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]
. By Lemma A.3, if the encryption scheme is IND-

secure, then H2 ≈
c

H3. 
𝐇𝐇4: The hybrid is the same as H3 except for the following collu-
sion attack. Malicious candidates in ℂ\ℂ𝐻𝐻 collude together to try 
to decrypt a secret ballot 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖∗ = ��𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗

0 , 𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗
1 ��

𝑗𝑗∈[ℂ]
 output by a 

voter 𝕧𝕧𝑖𝑖∗. Firstly, we observe that the encryption key 𝑒𝑒𝑘𝑘 derives 
from the aggregation of public keys of all candidates in ℂ. Then, 
according to the LKH property, to decrypt the target ciphertext 
𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖∗, the collusive candidates need to generate partial decryption 
keys of all the candidates in ℂ for �𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗

0 �
𝑗𝑗∈[ℂ]

, and combined them 

together as the valid decryption keys for �𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗
1 �

𝑗𝑗∈[ℂ]
. By Lemma 

A.4, if the encryption scheme is secure against bounded collusion 

and |ℂ𝐻𝐻| ≥ 1, then H3 ≈
c

H4. 
𝐇𝐇5: The hybrid is the same as H5 except for the following collu-
sion attack. Semi-honest voters in 𝕍𝕍𝑐𝑐   collude together to try to 
learn the content of an encrypted target ballot 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖∗ =
��𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗

0 , 𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗
1 ��

𝑗𝑗∈[ℂ]
 from final tally result. We assumed that 

|𝕍𝕍𝐻𝐻| = |𝕍𝕍\𝕍𝕍𝑐𝑐| ≥ 2 and at least two voters with the same weight 
cast their ballots for different candidates. By Lemma A.7, if the 
encryption scheme is BC-IND-secure and |𝕍𝕍𝐻𝐻| ≥ 2 , then 

H3 ≈
c

H4. 
Note that Hybrid 5 is identical to the simulation. By summation 

over the previous hybrids we show that H0 ≈
c

H5. We conclude 
our proof sketch by presenting the supporting lemmas. 
Lemma A.1 For any PPT adversary 𝒜𝒜 , if simulation sound ex-
tractable NIZK argument systems exist, then advantage �𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻1

𝒜𝒜 −
𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻0

𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is the extraction failure probability. 
Proof. The simulator operates in the same manner, but we now 

extract when given �𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗� of corrupted candidates who want to 
generate false decryption keys, i.e., invalid statements, to change 
the tally result. By definition, the extractor will fail with at most 
negligible probability 𝜖𝜖 because it deals solely with NIZKs, which 
have efficient extractors. Therefore, our proofs have knowledge 
extractors that succeed with probability 1 − negl(𝜆𝜆). 
Lemma A.2 For any PPT adversaries 𝒜𝒜, if computational zero-
knowledge NIZK argument systems exist, then the advantage 
�𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻2

𝒜𝒜 − 𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻1
𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is the simulation failure probabil-

ity. 
Proof. The simulator operates in the same manner, but we now 
simulate proofs for uncorrupted parties. By definition of NIZK ar-
gument systems, the simulator will fail with at most negligible 
probability. Therefore, 𝜖𝜖 = negl(𝜆𝜆) is negligible. 
Lemma A.3 For any PPT adversary 𝒜𝒜, if IND-secure encryption 
schemes exist, then the advantage �𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻3

𝒜𝒜 − 𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻2
𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 

is negligible probability. 
Proof. We replace the ballot ciphertexts �𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖�𝑖𝑖∈[𝕍𝕍] with random ci-

phertexts �𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖�𝑖𝑖∈[𝕍𝕍]
. By definition, the encryption scheme is IND-

secure. Therefore, the adversary 𝒜𝒜 can distinguish Hybrid 3 from 
Hybrid 2 with negligible probability. 
Lemma A.4 For any PPT adversary 𝒜𝒜, if bounded-collusion-se-
cure encryption schemes exist and |ℂ𝑐𝑐| ≤ 𝛿𝛿𝑐𝑐 , then the advantage 
�𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻4

𝒜𝒜 − 𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻3
𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is negligible probability. 

Proof. It’s not hard to find that if malicious candidates can create 
the decryption keys of candidates in ℂ𝐻𝐻 in the real world with 
non-negligible probability, then in the ideal world, a simulator 
must exist that can solve the underlying hard problem of the BC-
secure encryption scheme with non-negligible probability. To fur-
ther illustrate the notion of bounded-collusion in our scheme, we 
take the instantiation in Appendix A.2 as a proof example. 

Proof Sketch. Assume that a PPT adversary 𝒜𝒜 who controls 𝛿𝛿𝑐𝑐 =
|ℂ| − 1 candidates break the security against bounded-collusion 
to reveal a voter’s ciphertext with non-negligible advantage, there 
exists a PPT simulator 𝒮𝒮′ can break the CDH problem with non-
negligible advantage. Given the simulator an instance of compu-
tational Diffie-Hellman problem, i.e., (𝑔𝑔,𝑔𝑔𝑎𝑎,𝑔𝑔𝑏𝑏). In the simula-
tion world, the simulator 𝒮𝒮′ does as follows: 
1). Set the uncorrupted candidate 𝕔𝕔𝑗𝑗∗ ’s public key 𝑝𝑝𝑘𝑘𝑗𝑗∗ ≔ 𝑔𝑔𝑎𝑎. 

2). Generate ballot ciphertexts �𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗�𝑗𝑗∈[ℂ], set one of the cipher-

texts to �𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗′
0 ≔ 𝑔𝑔𝑏𝑏 ,𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗′

1 ←𝑅𝑅 𝔾𝔾�, where 𝑗𝑗′ denotes the identity 

of the candidate 𝕔𝕔𝑗𝑗′ . Thus, 𝒮𝒮′  implicitly defines 𝑣𝑣𝑖𝑖∗,𝑗𝑗′ = 𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗′
1 ⋅

�𝑔𝑔𝑏𝑏⋅∑ 𝑠𝑠𝑘𝑘𝑗𝑗
�ℂ\𝕔𝕔𝑗𝑗∗�
𝑗𝑗 ⋅ 𝑔𝑔𝑎𝑎𝑏𝑏�

−1

. 

3). As in the OW-CPA security game[113], the simulator sends 
�𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗�𝑗𝑗∈[ℂ]  to the adversary 𝒜𝒜  and receives some ballot 

plaintexts 𝑣𝑣�𝑖𝑖∗ containing 𝑣𝑣�𝑖𝑖∗,𝑗𝑗′ . 

4). If 𝒜𝒜 ’s guess is correct, then it holds 𝑣𝑣𝑖𝑖∗,𝑗𝑗′ = 𝑣𝑣�𝑖𝑖∗,𝑗𝑗′ =

𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗′
1 �𝑔𝑔𝑏𝑏⋅∑ 𝑠𝑠𝑘𝑘𝑗𝑗

�ℂ\𝕔𝕔𝑗𝑗∗�
𝑗𝑗 ⋅ 𝑔𝑔𝑎𝑎𝑏𝑏�

−1

which implies 𝑔𝑔𝑎𝑎𝑏𝑏 = 𝑐𝑐𝑡𝑡𝑖𝑖∗,𝑗𝑗′
1 ⋅

�𝑣𝑣�𝑖𝑖∗,𝑗𝑗′ ⋅ 𝑔𝑔
𝑏𝑏⋅∑ 𝑠𝑠𝑘𝑘𝑗𝑗

�ℂ\𝕔𝕔𝑗𝑗∗�
𝑗𝑗 �

−1

. Since 𝒮𝒮 knows all �𝑠𝑠𝑘𝑘𝑗𝑗�𝑗𝑗∈�ℂ\𝕔𝕔𝑗𝑗∗�
(Thanks 

to the Lemma A.1), then 𝑔𝑔𝑎𝑎𝑏𝑏 can be computed efficiently. 
5). If 𝒜𝒜 wins, then also 𝒮𝒮′ succeeds in solving CDH. 

Lemma A.5 For any PPT adversary 𝒜𝒜, if BC-IND-secure encryp-
tion schemes exist and |𝕍𝕍𝑐𝑐| ≤ 𝛿𝛿𝑠𝑠 , then the advantage �𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻4

𝒜𝒜 −
𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻3

𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is negligible probability. 
Proof. Assuming that 𝛿𝛿𝑠𝑠 = |𝕍𝕍| − 2 voters with the same weight 
cast their ballots for different candidates. Due to the indistinguish-
ability of the encryption scheme, if the adversary can distinguish, 
with non-negligible probability, which candidate the target secret 
ballot is cast for, then in the ideal world, a simulator must exist 
that can solve the underlying hard problem of the BC-IND-secure 
encryption scheme with non-negligible probability. 

From all above, the views of these two worlds are indistin-
guishable. 
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APPENDIX B 

B.1 PROOF OF THEOREM 2. 
Proof. We now show that under the assumption of computation-
ally simulation-knowledge-sound zkSNARKs, secure SemiVoting 
construction, collision-resistant hash function in the Merkle tree, 
perfect binding and computational hiding commitment scheme 
and secure PRF scheme, then for every real-world adversary 𝒜𝒜 
against our scheme ΠVV there exists an ideal-world simulator 𝒮𝒮 
such that the view of the real-world and ideal-world adversaries 
are computationally indistinguishable. We will now describe the 
operation of the ideal-world simulator 𝒮𝒮, which runs 𝒜𝒜 internally 
and interacts with the ideal functionality ℱVV. 

We begin by sketching the operation of the ideal-world simu-
lator 𝒮𝒮. Due to the fact that VeriVoting is the extension of Semi-
Voting, only the corruption of dishonest voters is considered in 
this proof.  

According to our scheme, the view of each dishonest voter 𝕧𝕧𝑖𝑖 ∈
𝕍𝕍𝑐𝑐 in the real world is as follows:  

REAL𝒜𝒜ℂ(𝑧𝑧)
ΠVV �{𝕧𝕧𝑖𝑖: (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑣𝑣𝑖𝑖,𝑤𝑤𝑖𝑖)}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝕔𝕔𝑗𝑗:⊥�𝑗𝑗∈[ℂ],𝒮𝒮𝒞𝒞:⊥�

= �
{(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑣𝑣𝑖𝑖 ,𝑤𝑤𝑖𝑖)}𝑖𝑖∈[𝕍𝕍𝑐𝑐], �𝑝𝑝𝑘𝑘𝑗𝑗�𝑗𝑗∈[ℂ],𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠 , 𝑐𝑐𝑟𝑟𝑠𝑠, {𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐, 𝑡𝑡𝑥𝑥𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟}𝑖𝑖∈[𝕍𝕍],

{𝑡𝑡𝑥𝑥𝑑𝑑𝑘𝑘}𝑗𝑗∈[ℂ], �𝑡𝑡𝑗𝑗�𝑗𝑗∈[ℂ]
� 

To simulate the view of the candidate, the simulator 𝒮𝒮𝕔𝕔 does the 
following: 

1) Run the SV. Setup(1𝜆𝜆) → 𝑝𝑝𝑝𝑝𝑠𝑠𝑠𝑠� , and (𝑐𝑐𝑟𝑟𝑠𝑠� 𝑃𝑃𝑃𝑃, 𝑐𝑐𝑟𝑟𝑠𝑠� 𝑆𝑆𝑃𝑃, 𝜏𝜏) ←
ΠSNARK. Setupsim(1𝜆𝜆), and initialize two sets ℂ𝕋𝕋�  and 𝔻𝔻𝔻𝔻� , and 
a list 𝐿𝐿𝑠𝑠 for storing (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑣𝑣𝑖𝑖) from 𝕧𝕧𝑖𝑖 ∈ 𝕍𝕍𝑐𝑐 . 
2) Generate random public keys for uncorrupted candidates 
�𝑝𝑝𝑘𝑘�𝑗𝑗�𝑗𝑗∈[ℂ] by random secret keys �𝑠𝑠𝑘𝑘�𝑗𝑗�𝑗𝑗∈[ℂ]. 

On receiving (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 , 𝑐𝑐𝑚𝑚𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,𝑠𝑠𝑖𝑖) from the voter in 𝕍𝕍𝑐𝑐 , append 
(𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖 ,𝑤𝑤𝑖𝑖 ,⊥) into 𝐿𝐿𝑠𝑠. 
3) If the voter is honest, randomly select 𝑣𝑣𝑠𝑠𝑘𝑘� 𝑖𝑖 to generate 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟�𝑖𝑖, 
then create 𝑡𝑡𝑥𝑥� 𝑐𝑐𝑐𝑐 ≔ (𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟�𝑖𝑖 , 𝑐𝑐𝑚𝑚� 𝑖𝑖,𝑤𝑤�𝑖𝑖, �̃�𝑠𝑖𝑖) as it was in the normal 
scheme. 
4) On receiving �𝜋𝜋𝑖𝑖 ,𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 , 𝑠𝑠𝑛𝑛𝑖𝑖�  from the voter in 𝕍𝕍𝑐𝑐 , run the 
knowledge extractor on 𝜋𝜋𝑖𝑖 to obtain 𝑣𝑣𝑖𝑖 and 𝑎𝑎𝑑𝑑𝑑𝑑𝑟𝑟𝑖𝑖, record them 
into 𝐿𝐿𝑠𝑠, then update ℂ𝕋𝕋� . 
5) Randomly select bogus ballot ciphertexts from ciphertext 

space 𝒞𝒞 , output 𝑡𝑡𝑥𝑥� 𝑠𝑠𝑜𝑜𝑡𝑡𝑟𝑟 ≔ �𝜋𝜋�𝑖𝑖 , 𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖 , 𝑠𝑠𝑛𝑛�𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]
, where 𝜋𝜋�𝑖𝑖 ←

ΠSNARK. Provesim(𝑐𝑐𝑟𝑟𝑠𝑠� 𝑃𝑃𝑃𝑃, 𝜏𝜏, (𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖 , 𝑠𝑠𝑛𝑛�𝑖𝑖)), 𝑠𝑠𝑛𝑛�𝑖𝑖 is a random element 
from the codomain of PRF, then update ℂ𝕋𝕋� . 

6) Generate 𝑡𝑡𝑥𝑥� 𝑑𝑑𝑘𝑘 ≔ �𝑑𝑑𝑘𝑘����⃗�𝑗𝑗,𝜋𝜋�𝑗𝑗� as in the proof of Theorem 1., and 

update 𝔻𝔻𝔻𝔻� . 
7) The subsequent process is consistent with the scheme. 
To prove indistinguishability of the real and ideal worlds from 

the perspective of the adversary 𝒜𝒜, we will go through a sequence 
of hybrid games. In both views, the tally result part is identical. 
𝐇𝐇0: This is the real world. 

𝐇𝐇1 : In this hybrid, we replace ciphertexts �𝜋𝜋𝑖𝑖 , 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 , 𝑠𝑠𝑛𝑛𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐] 

with �𝜋𝜋�𝑖𝑖 ,𝑐𝑐𝑡𝑡���⃗� 𝑖𝑖 , 𝑠𝑠𝑛𝑛�𝑖𝑖�𝑖𝑖∈[𝕍𝕍\𝕍𝕍𝑐𝑐]
. By Lemma B.1, if the zkSNARK argu-

ment system is computational zero-knowledge, the encryption 
scheme is BC-IND-secure and PRF is a pseudorandom function, 

then H0 ≈
c

H1. 
𝐇𝐇2: In this hybrid, we run the knowledge extractor when encoun-
tering the output of any corrupted voters �𝜋𝜋𝑖𝑖 , 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 ,𝑠𝑠𝑛𝑛𝑖𝑖�, and abort 
if the knowledge extractor fails. By Lemma B.2 we show that if 

the proof extractor fails with negligible probability, then H1 ≈
c

H2. 
𝐇𝐇𝟑𝟑: In this hybrid, we replace the uncorrupted votes’ 𝑡𝑡𝑥𝑥𝑐𝑐𝑐𝑐 with 
𝑡𝑡𝑥𝑥� 𝑐𝑐𝑐𝑐 by running the normal scheme. Hybrid 3 is identical to Hy-
brid 2, then H2 = H3. 
𝐇𝐇𝟒𝟒: In this hybrid, we replace all decryption keys and proofs 

�𝑑𝑑𝑘𝑘����⃗ 𝑗𝑗,𝜋𝜋𝑗𝑗�𝑗𝑗∈[ℂ𝐻𝐻]  with simulated proofs �𝑑𝑑𝑘𝑘����⃗�𝑗𝑗,𝜋𝜋�𝑗𝑗�𝑗𝑗∈[ℂ𝐻𝐻]
. By Lemma 

B.3, if the NIZK argument system is computational zero-

knowledge, then H3 ≈
c

H4. 
Note that Hybrid 4 is identical to the simulation. By summation 

over the previous hybrids we show that H0 ≈
c

H4. We conclude 
our proof sketch by presenting the supporting lemmas. 
Lemma B.1 For any PPT adversaries 𝒜𝒜 , if computational zero-
knowledge SNARK systems, BC-IND-secure encryption schemes 
and secure PRFs exist, then advantage �𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻1

𝒜𝒜 − 𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻0
𝒜𝒜 � ≤ 𝜖𝜖 

where 𝜖𝜖 is negligible probability. 
Proof. The simulator operates in the same manner, but we now 
simulate proofs for uncorrupted parties. By definition of NIZK ar-
gument systems, the simulator will fail with at most negligible 
probability. The ciphertexts 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖  and serial number 𝑠𝑠𝑛𝑛𝑖𝑖  are ran-
domly chosen, then the probability that the adversary can distin-
guish them from the real world is also negligible. 
Lemma B.2 For any PPT adversary 𝒜𝒜 , if simulation sound ex-
tractable zkSNARK systems exist, then advantage �𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻2

𝒜𝒜 −
𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻1

𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is the extraction failure probability. 
Proof. The simulator operates in the same manner, but we now 
extract when given �𝜋𝜋𝑖𝑖 , 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖 , 𝑠𝑠𝑛𝑛𝑖𝑖� of corrupted voters who want to 

generate illegal encrypted ballots 𝑐𝑐𝑡𝑡���⃗ 𝑖𝑖, i.e., invalid statements, to 
change the tally result. By definition, the extractor will fail with 
at most negligible probability 𝜖𝜖  because it deals solely with 
zkSNARKs, which have efficient extractors. Therefore, our proofs 
have knowledge extractors that succeed with probability 1 −
1/negl(𝜆𝜆). 
Lemma B.3 For any PPT adversaries 𝒜𝒜 , if computational zero-
knowledge NIZK argument systems ΠNIZK exist, then advantage 
�𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻4

𝒜𝒜 − 𝑎𝑎𝑑𝑑𝑣𝑣𝐻𝐻3
𝒜𝒜 � ≤ 𝜖𝜖 where 𝜖𝜖 is the simulation failure probabil-

ity. 
Proof. The simulator operates in the same manner, but we now 
simulate proofs for uncorrupted candidates. By definition of the 
NIZK argument ΠNIZK  systems, the simulator will fail with at 
most negligible probability. Therefore, 𝜖𝜖 = 1/negl(𝜆𝜆) is negligi-
ble. 

From all above, the views of these two worlds are indistingui-
shable. 
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B.2 Discussion (Cont.). 
In Section 6, we mainly discussed decentralization, verifiability, 
and privacy-preserving. In this section, we continue to discuss the 
other properties that the scheme has. 

Eligibility. It means that only permied voters can submit bal-
lots. In the registration phase of VeriVoting, the voter should pre-
sent his/her valid credential to ℰ𝒜𝒜 to identify himself/herself as a 
valid voter. Aer confirming the legal identity of the voter in 
online or offline ways, ℰ𝒜𝒜 issues a token to the voter by submit-
ting a transaction to the blockchain. en, the token denotes the 
eligibility of the ballot the voter will cast. In VerVoting, the voter 
can prove the possession of his/her token in zero-knowledge, 
which makes the identity and the token unlinkable. 

Transparency. It means that the outputs of voters and candi-
dates are transparent and verifiable for the public. With the block-
chain and smart contract’s transparency, external or internal ob-
servers can monitor the whole voting process in VeriVoting. 

Fairness. It means that the tally results are not counted in real-
time. In other words, if some candidate knows the tally results 
before the tallying phase, it will take some countermeasures to 
undermine the election's fairness, such as vote buying, coercion, 
etc. In VerVoting, we distribute the decryption power to all com-
petitors. Because of the competition, no one wants others to know 
the results in advance. Moreover, VerVoting adopts (𝛿𝛿𝑐𝑐 ,𝛿𝛿𝑠𝑠)-se-
cure SemiVoting scheme, which guarantees ballot privacy so no 
one can learn the ballot content. 

Receipt-Freeness. It means that a voter cannot prove to anyone 
how she voted. In our scheme, we ignore the case where voters 
sell their voting eligibility to others, that is, to authorize the wallet 
address to others, since this property cannot be satisfied by any 
scheme in that case. rough the interaction with the contract, a 
voter only knows that his ballot has been verified and aggregated 
with other ballots. And with bidirectional unlinkability, no one 
can determine which ballot is the voter’s ballot. 

Duplicate Voting Detection. It means that each eligible voter is 
allowed to vote only once. As discussed in the commitment and 
voting phase in Section 3.4, as long as the serial number 𝑠𝑠𝑛𝑛 can 
not be forged, there is no possibility of duplicate voting. e secu-
rity of PRFs guarantees this property. 

Dispute-Freeness. It means that the tally result is publicly veri-
fiable. Transparency implies that anyone can compute the tally 
result by verified decryption keys and ballot ciphertexts. ere-
fore, the property holds in VeriVoting. 
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